# DAY-1

1. **Given an array of strings words, return the first palindromic string in the array. If there is no such string, return an empty string "". A string is palindromic if it reads the same forward and backward.**

**Example 1:**

**Input: words = ["abc","car","ada","racecar","cool"] Output: "ada"**

**Explanation: The first string that is palindromic is "ada". Note that "racecar" is also palindromic, but it is not the first. Example 2:**

**Input: words = ["notapalindrome","racecar"] Output: "racecar"**

**Explanation: The first and only string that is palindromic is "racecar".**

**CODE:**

def firstPalindrome(words): for word in words:

if word == word[::-1]: return word

return ""

words1 = ["abc", "car", "ada", "racecar", "cool"] print(firstPalindrome(words1))

words2 = ["notapalindrome", "racecar"] print(firstPalindrome(words2))

**OUTPUT:**
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1. **You are given two integer arrays nums1 and nums2 of sizes n and m, respectively. Calculate the following values: answer1 : the number of indices i such that nums1[i] exists in nums2. answer2 : the number of indices i such that nums2[i] exists in nums1 Return [answer1,answer2].**

**Example 1:**

**Input: nums1 = [2,3,2], nums2 = [1,2] Output: [2,1]**

**Explanation:**

**Example 2:**

**Input: nums1 = [4,3,2,3,1], nums2 = [2,2,5,2,3,6]**

**Output: [3,4] Explanation:**

**The elements at indices 1, 2, and 3 in nums1 exist in nums2 as well. So answer1 is 3. The elements at indices 0, 1, 3, and 4 in nums2 exist in nums1. So answer2 is 4.**

**CODE:**

def findCommonElements(nums1, nums2):

answer1 = sum(1 for num in nums1 if num in nums2) answer2 = sum(1 for num in nums2 if num in nums1) return [answer1, answer2]

nums1 = [2, 3, 2]

nums2 = [1, 2] print(findCommonElements(nums1, nums2)) nums1 = [4, 3, 2, 3, 1]

nums2 = [2, 2, 5, 2, 3, 6]

print(findCommonElements(nums1, nums2))

**OUTPUT:**
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1. **You are given a 0-indexed integer array nums. The distinct count of a subarray of nums is defined as: Let nums[i..j] be a subarray of nums consisting of all the indices from i to j**

**such that 0 <= i <= j < nums.length. Then the number of distinct values in nums[i..j] is called the distinct count of nums[i..j]. Return the sum of the squares of distinct counts of all subarrays of nums. A subarray is a contiguous non-empty sequence of elements within an array.**

**Example 1:**

**Input: nums = [1,2,1] Output: 15**

**Explanation: Six possible subarrays are:**

1. **: 1 distinct value**
2. **: 1 distinct value**
3. **: 1 distinct value**

**[1,2]: 2 distinct values**

**[2,1]: 2 distinct values**

**[1,2,1]: 2 distinct values**

**The sum of the squares of the distinct counts in all subarrays is equal to 12 + 12 + 12 + 22 + 22 + 22 = 15.**

**Example 2:**

**Input: nums = [1,1] Output: 3**

**Explanation: Three possible subarrays are:**

1. **: 1 distinct value**
2. **: 1 distinct value**

**[1,1]: 1 distinct value**

**The sum of the squares of the distinct counts in all subarrays is equal to 12 + 12 + 12 = 3.**

**CODE:**

def sumOfSquaresOfDistinctCounts(nums): n = len(nums)

total\_sum = 0 for i in range(n):

distinct\_set = set() for j in range(i, n):

distinct\_set.add(nums[j]) total\_sum += len(distinct\_set) \*\* 2

return total\_sum

nums1 = [1, 2, 1] print(sumOfSquaresOfDistinctCounts(nums1))

nums2 = [1, 1] print(sumOfSquaresOfDistinctCounts(nums2))

**OUTPUT:**
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1. **Given a 0-indexed integer array nums of length n and an integer k, return the number of pairs (i, j) where 0 <= i < j < n, such that nums[i] == nums[j] and (i \* j) is divisible by k. Example 1:**

**Input: nums = [3,1,2,2,2,1,3], k = 2 Output: 4**

**Explanation:**

**There are 4 pairs that meet all the requirements:**

* **nums[0] == nums[6], and 0 \* 6 == 0, which is divisible by 2.**
* **nums[2] == nums[3], and 2 \* 3 == 6, which is divisible by 2.**
* **nums[2] == nums[4], and 2 \* 4 == 8, which is divisible by 2.**
* **nums[3] == nums[4], and 3 \* 4 == 12, which is divisible by 2. Example 2:**

**Input: nums = [1,2,3,4], k = 1 Output: 0**

**Explanation: Since no value in nums is repeated, there are no pairs (i,j) that meet all the requirements.**

**CODE:**

def countPairs(nums, k): n = len(nums)

count = 0

for i in range(n):

for j in range(i + 1, n):

if nums[i] == nums[j] and (i \* j) % k == 0: count += 1

return count

nums1 = [3, 1, 2, 2, 2, 1, 3]

k1 = 2

print(countPairs(nums1, k1))

nums2 = [1, 2, 3, 4]

k2 = 1

print(countPairs(nums2, k2))

**OUTPUT:**

![](data:image/png;base64,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)

1. **Write a program FOR THE BELOW TEST CASES with least time complexity Test Cases: -**
2. **Input: {1, 2, 3, 4, 5} Expected Output: 5**
3. **Input: {7, 7, 7, 7, 7} Expected Output: 7**
4. **Input: {-10, 2, 3, -4, 5} Expected Output: 5**

**CODE:**

def findMax(nums): return max(nums)

nums1 = [1, 2, 3, 4, 5]

print(findMax(nums1)) nums2 = [7, 7, 7, 7, 7]

print(findMax(nums2)) nums3 = [-10, 2, 3, -4, 5]

print(findMax(nums3))

**OUTPUT:**

![](data:image/png;base64,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)

1. **You have an algorithm that process a list of numbers. It firsts sorts the list using an efficient sorting algorithm and then finds the maximum element in sorted list. Write the code for the same.**

**Test Cases**

1. **Empty List**
2. **Input: []**
3. **Expected Output: None or an appropriate message indicating that the list is empty.**

**2. Single Element List**

1. **Input: [5]**
2. **Expected Output: 5**
3. **All Elements are the Same**
4. **Input: [3, 3, 3, 3, 3]**
5. **Expected Output: 3**

**CODE:**

def processList(nums): if not nums:

return "The list is empty" sorted\_nums = sorted(nums) return sorted\_nums[-1]

nums1 = [] print(processList(nums1)) nums2 = [5] print(processList(nums2)) nums3 = [3, 3, 3, 3, 3]

print(processList(nums3))

**OUTPUT:**
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1. **Write a program that takes an input list of n numbers and creates a new list containing only the unique elements from the original list. What is the space complexity of the algorithm?**

**Test Cases**

**Some Duplicate Elements Input: [3, 7, 3, 5, 2, 5, 9, 2]**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)

**Expected Output: [3, 7, 5, 2, 9] (Order may vary based on the algorithm used) Negative and Positive Numbers**
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**Input: [-1, 2, -1, 3, 2, -2]**

**Expected Output: [-1, 2, 3, -2] (Order may vary) List with Large Numbers**
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**Input: [1000000, 999999, 1000000]**

**Expected Output: [1000000, 999999]**

**CODE:**

def uniqueElements(nums): return list(set(nums))

nums1 = [3, 7, 3, 5, 2, 5, 9, 2]

print(uniqueElements(nums1)) nums2 = [-1, 2, -1, 3, 2, -2]

print(uniqueElements(nums2))

nums3 = [1000000, 999999, 1000000]

print(uniqueElements(nums3))

**OUTPUT:**
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1. **Sort an array of integers using the bubble sort technique. Analyze its time complexity using Big-O notation. Write the code**

**CODE:**

def bubbleSort(arr): n = len(arr)

for i in range(n):

for j in range(0, n - i - 1): if arr[j] > arr[j + 1]:

arr[j], arr[j + 1] = arr[j + 1], arr[j] return arr

nums = [64, 34, 25, 12, 22, 11, 90]

sorted\_nums = bubbleSort(nums) print(sorted\_nums)

**Time Complexity:**

* The time complexity of bubble sort is *O*(*n^*2) in the average and worst-case scenarios, where *n* is the number of elements in the array.
* This is because there are two nested loops: the outer loop runs n*n* times and the inner loop runs up to *n*−*i*−1 times for each iteration of the outer loop.
* The best case occurs when the array is already sorted, which results in a time complexity of *O*(*n*) if an optimization is implemented to stop the algorithm when no swaps are made during a pass.

**OUTPUT:**
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1. **Checks if a given number x exists in a sorted array arr using binary search. Analyze its time complexity using Big-O notation.**

**Test Case:**

**Example X={ 3,4,6,-9,10,8,9,30} KEY=10**

**Output: Element 10 is found at position 5 Example X={ 3,4,6,-9,10,8,9,30} KEY=100**

**Output : Element 100 is not found**

**CODE:**

def binarySearch(arr, key): arr.sort() # Sort the array left, right = 0, len(arr) - 1 while left <= right:

mid = left + (right - left) // 2 if arr[mid] == key:

return mid

elif arr[mid] < key: left = mid + 1

else:

right = mid - 1 return -1

arr = [3, 4, 6, -9, 10, 8, 9, 30]

key1 = 10

index1 = binarySearch(arr, key1) if index1 != -1:

print(f"Element {key1} is found at position {index1}") else:

print(f"Element {key1} is not found") key2 = 100

index2 = binarySearch(arr, key2) if index2 != -1:

print(f"Element {key2} is found at position {index2}") else:

print(f"Element {key2} is not found")

**Time Complexity:**

* The time complexity for sorting the array is *O*(*n*log*n*) using a sorting algorithm like Timsort (which is used in Python).
* The time complexity for binary search itself is *O*(log*n*).
* Therefore, the overall time complexity of this implementation is *O*(*n*log*n*) due to the sorting step.

**OUTPUT:**
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1. **Given an array of integers nums, sort the array in ascending order and return it. You must solve the problem without using any built-in functions in O(nlog(n)) time complexity and with the smallest space complexity possible.**

**CODE:**

def heapify(arr, n, i): largest = i

left = 2 \* i + 1 right = 2 \* i + 2

if left < n and arr[left] > arr[largest]: largest = left

if right < n and arr[right] > arr[largest]: largest = right

if largest != i:

arr[i], arr[largest] = arr[largest], arr[i] heapify(arr, n, largest)

def heapSort(arr): n = len(arr)

for i in range(n // 2 - 1, -1, -1): heapify(arr, n, i)

for i in range(n - 1, 0, -1): arr[i], arr[0] = arr[0], arr[i] heapify(arr, i, 0)

return arr

nums = [3, 4, 6, -9, 10, 8, 9, 30]

sorted\_nums = heapSort(nums) print(sorted\_nums)

**Time Complexity:**

* The time complexity of this implementation is O(nlogn)*O*(*n*log*n*) due to the heap operations.

**Space Complexity:**

* The space complexity is O(1)*O*(1) because the sorting is done in-place.

**OUTPUT:**
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DAY-2

1. **Given an m x n grid and a ball at a starting cell, find the number of ways to move the ball out of the grid boundary in exactly N steps.**

**Example:**

**· Input: m=2,n=2,N=2,i=0,j=0 · Output: 6**

**· Input: m=1,n=3,N=3,i=0,j=1 · Output: 12**

## CODE:

def findBallWays(m, n, N, i, j): memo = {}

def countWays(steps, x, y):

if x < 0 or x >= m or y < 0 or y >= n: return 1

if steps == 0: return 0

if (steps, x, y) in memo: return memo[(steps, x, y)]

directions = [(-1, 0), (1, 0), (0, -1), (0, 1)]

ways = 0

for dx, dy in directions:

ways += countWays(steps - 1, x + dx, y + dy) memo[(steps, x, y)] = ways

return ways

return countWays(N, i, j) print(findBallWays(2, 2, 2, 0, 0))

## OUTPUT:

![](data:image/png;base64,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)

1. **You are climbing a staircase. It takes n steps to reach the top. Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?**

**Examples:**

* 1. **Input: n=4 Output: 5**
  2. **Input: n=3 Output: 3**

## CODE:

import math

def climbStairs\_combinations(n): total\_ways = 0

for k in range(n // 2 + 1): one\_steps = n - 2 \* k total\_steps = one\_steps + k

# Calculate combinations (total\_steps choose k) total\_ways += math.comb(total\_steps, k)

return total\_ways n = 4

print(f"Input: n={n}, Output: {climbStairs\_combinations(n)}")

## OUTPUT:
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1. **You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed. All houses at this place are arranged in a circle. That means the first house is the neighbor of the last one. Meanwhile, adjacent houses have security systems connected, and it will automatically contact the police if two adjacent houses were broken into on the same night.**

**Examples:**

* 1. **Input : nums = [2, 3, 2]**

**Output : The maximum money you can rob without alerting the police is 3**

## CODE:

nums = [2, 3, 2]

if len(nums) == 1: result = nums[0]

elif len(nums) == 2: result = max(nums)

else:

rob1 = [0] \* len(nums) rob1[0] = nums[0]

rob1[1] = max(nums[0], nums[1]) for i in range(2, len(nums) - 1):

rob1[i] = max(rob1[i - 1], nums[i] + rob1[i - 2]) max\_rob1 = rob1[len(nums) - 2]

rob2 = [0] \* len(nums) rob2[1] = nums[1]

rob2[2] = max(nums[1], nums[2]) for i in range(3, len(nums)):

rob2[i] = max(rob2[i - 1], nums[i] + rob2[i - 2]) max\_rob2 = rob2[len(nums) - 1]

result = max(max\_rob1, max\_rob2) print(f"Input: nums = {nums}") print(f"Output: {result}")

## OUTPUT:
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1. **A robot is located at the top-left corner of a m×n grid .The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid. How many possible unique paths are there?**

**Examples:**

* 1. **Input: m=7,n=3 Output: 28**

## CODE:

import math

m = 7

n = 3

unique\_paths = math.comb(m + n - 2, m - 1) print(f"Input: m={m}, n={n}") print(f"Output: {unique\_paths}")

## OUTPUT:
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1. **In a string S of lowercase letters, these letters form consecutive groups of the same character. For example, a string like s = "abbxxxxzyy" has the groups "a", "bb", "xxxx", "z", and "yy". A group is identified by an interval [start, end], where start and end denote the start and end indices (inclusive) of the group. In the above example, "xxxx" has the interval [3,6]. A group is considered large if it has 3 or more characters. Return the intervals of every large group sorted in increasing order by start index.**

**Example 1:**

**Input: s = "abbxxxxzzy" Output: [[3,6]]**

## CODE:

from collections import Counter s = "abbxxxxzzy"

char\_count = Counter(s) n = len(s)

result = [] count = 1

for i in range(1, n):

# If the current character is the same as the previous one, increment the count if s[i] == s[i - 1]:

count += 1 else:

# If the count is 3 or more, add the interval to the result list if count >= 3:

result.append([i - count, i - 1]) count = 1

if count >= 3:

result.append([n - count, n - 1]) print(f"Character Count: {char\_count}") print(f"Input: s = \"{s}\"") print(f"Output: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **We stack glasses in a pyramid, where the first row has 1 glass, the second row has 2 glasses, and so on until the 100th row. Each glass holds one cup of champagne. Then, some champagne is poured into the first glass at the top. When the topmost glass is full, any excess liquid poured will fall equally to the glass immediately to the left and right of it. When those glasses become full, any excess champagne will fall equally to the left and right of those glasses, and so on. (A glass at the bottom row has its excess**

**champagne fall on the floor.) For example, after one cup of champagne is poured, the top most glass is full. After two cups of champagne are poured, the two glasses on the**

**second row are half full. After three cups of champagne are poured, those two cups become full - there are 3 full glasses total now. After four cups of champagne are poured, the third row has the middle glass half full, and the two outside glasses are a quarter full, as pictured below.**

**Now after pouring some non-negative integer cups of champagne, return how full the jth glass in the ith row is (both i and j are 0-indexed.)**

**Example 1:**

**Input: poured = 1, query\_row = 1, query\_glass = 1 Output: 0.00000**

**Explanation: We poured 1 cup of champange to the top glass of the tower (which is indexed as (0, 0)). There will be no excess liquid so all the glasses under the top glass will remain empty.**

## CODE:

import numpy as np poured = 1

query\_row = 1

query\_glass = 1

glasses = np.zeros((101, 101), dtype=float) glasses[0][0] = poured

for r in range(100):

for c in range(r + 1):

if glasses[r][c] > 1.0:

overflow = (glasses[r][c] - 1) / 2.0 glasses[r][c] = 1.0

glasses[r + 1][c] += overflow glasses[r + 1][c + 1] += overflow

result = min(1, glasses[query\_row][query\_glass]) print(f"Output: {result:.5f}")

## OUTPUT:

![](data:image/png;base64,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)

1. **"The Game of Life, also known simply as Life, is a cellular automaton devised by the British mathematician John Horton Conway in 1970." The board is made up of an m x n grid of cells, where each cell has an initial state: live (represented by a 1) or dead (represented by a 0). Each cell interacts with its eight neighbors (horizontal, vertical, diagonal) using the following four rules**

**Any live cell with fewer than two live neighbors dies as if caused by under- population.**

1. **Any live cell with two or three live neighbors lives on to the next generation.**
2. **Any live cell with more than three live neighbors dies, as if by over- population.**
3. **Any dead cell with exactly three live neighbors becomes a live cell, as if by reproduction.**

**The next state is created by applying the above rules simultaneously to every cell in the current state, where births and deaths occur simultaneously. Given the current state of the m x n grid board, return the next state.**

## CODE:

directions = [(-1, 0), (1, 0), (0, -1), (0, 1), (-1, -1), (-1, 1), (1, -1), (1, 1)]

board = [ [0, 1, 0],

[0, 0, 1],

[1, 1, 1],

[0, 0, 0]

]

rows, cols = len(board), len(board[0])

next\_state = [[board[r][c] for c in range(cols)] for r in range(rows)] for r in range(rows):

for c in range(cols): live\_neighbors = 0

for dr, dc in directions: nr, nc = r + dr, c + dc

if 0 <= nr < rows and 0 <= nc < cols and board[nr][nc] == 1: live\_neighbors += 1

if board[r][c] == 1

if live\_neighbors < 2 or live\_neighbors > 3: next\_state[r][c] = 0

else:

# Rule 4: Dead cell becomes live if exactly 3 neighbors

if live\_neighbors == 3: next\_state[r][c] = 1

for r in range(rows): for c in range(cols):

board[r][c] = next\_state[r][c] for row in board:

print(row)

## OUTPUT:
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# DAY-3

1. **Write a program to perform the following An empty list**

**A list with one element**

**A list with all identical elements A list with negative numbers Test Cases:**

1. **Input: [] Expected Output: []**
2. **Input: [1]**

**Expected Output: [1]**

1. **Input: [7, 7, 7, 7]**

**Expected Output: [7, 7, 7, 7]**

1. **Input: [-5, -1, -3, -2, -4]**

**Expected Output: [-5, -4, -3, -2, -1]**

## CODE:

test\_cases = [ [],

[1],

[7, 7, 7, 7],

[-5, -1, -3, -2, -4]

]

test\_case\_number = 1

for test\_case in test\_cases: if len(test\_case) > 1:

result = sorted(test\_case) else:

result = test\_case

print(f"Test Case {test\_case\_number}:") print(f"Input: {test\_case}") print(f"Expected Output: {result}") print("-" \* 30)

test\_case\_number += 1

## OUTPUT:
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1. **Describe the Selection Sort algorithm's process of sorting an array. Selection Sort works by dividing the array into a sorted and an unsorted region. Initially, the sorted region is empty, and the unsorted region contains all elements. The algorithm repeatedly selects**

**the smallest element from the unsorted region and swaps it with the leftmost unsorted element, then moves the boundary of the sorted region one element to the right. Explain why Selection Sort is simple to understand and implement but is inefficient for large datasets. Provide examples to illustrate step-by-step how Selection Sort rearranges the elements into ascending order, ensuring clarity in your explanation of the algorithm's mechanics and effectiveness.**

**Sorting a Random Array:**

**Input: [5, 2, 9, 1, 5, 6]**

**Output: [1, 2, 5, 5, 6, 9]**

**Sorting a Reverse Sorted Array: Input: [10, 8, 6, 4, 2]**

**Output: [2, 4, 6, 8, 10]**

**Sorting an Already Sorted Array: Input: [1, 2, 3, 4, 5]**

**Output: [1, 2, 3, 4, 5]**

## CODE:

arr = [5, 2, 9, 1, 5, 6]

n = len(arr)

for i in range(n): min\_idx = i

for j in range(i + 1, n):

if arr[j] < arr[min\_idx]: min\_idx = j

arr[i], arr[min\_idx] = arr[min\_idx], arr[i] print("Sorted array:", arr)

## OUTPUT:
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1. **Write code to modify bubble\_sort function to stop early if the list becomes sorted before all passes are completed.**

## CODE:

def bubble\_sort(arr): n = len(arr)

for i in range(n): swapped = False

for j in range(0, n-i-1): if arr[j] > arr[j+1]:

arr[j], arr[j+1] = arr[j+1], arr[j] swapped = True

if not swapped: break

arr = [64, 34, 25, 12, 22, 11, 90]

bubble\_sort(arr) print("Sorted array:", arr)

## OUTPUT:
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1. **Write code for Insertion Sort that manages arrays with duplicate elements during the sorting process. Ensure the algorithm's behavior when encountering duplicate values, including whether it preserves the relative order of duplicates and how it affects the overall sorting outcome.**

**Examples:**

**1. Array with Duplicates:**

**o Input: [3, 1, 4, 1, 5, 9, 2, 6, 5, 3]**

**o Output: [1, 1, 2, 3, 3, 4, 5, 5, 6, 9]**

## CODE:

def insertion\_sort(arr):

# Traverse from 1 to len(arr) for i in range(1, len(arr)):

key = arr[i] j = i - 1

while j >= 0 and arr[j] > key: arr[j + 1] = arr[j]

j -= 1

arr[j + 1] = key

arr = [3, 1, 4, 1, 5, 9, 2, 6, 5, 3]

insertion\_sort(arr) print("Sorted array:", arr)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given an array arr of positive integers sorted in a strictly increasing order, and an integer k. return the kth positive integer that is missing from this array.**

**Example 1:**

**Input: arr = [2,3,4,7,11], k = 5 Output: 9**

## CODE:

def findKthPositive(arr, k): missing\_count = 0

current\_num = 1

index = 0 while True:

if index < len(arr) and arr[index] == current\_num: index += 1

else:

missing\_count += 1

if missing\_count == k: return current\_num

current\_num += 1

arr = [2, 3, 4, 7, 11]

k = 5

result = findKthPositive(arr, k)

print("The", k, "th missing positive integer is:", result)

## OUTPUT:
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1. **A peak element is an element that is strictly greater than its neighbors. Given a 0-indexed integer array nums, find a peak element, and return its index. If the array contains multiple peaks, return the index to any of the peaks. You may imagine that nums[-1] = nums[n] = -∞. In other words, an element is always considered to be strictly greater than a neighbor that is outside the array. You must write an algorithm that runs in O(log n) time.**

**Example 1:**

**Input: nums = [1,2,3,1] Output: 2**

## CODE:

def findPeakElement(nums): left, right = 0, len(nums) - 1

while left < right:

mid = (left + right) // 2

if nums[mid] < nums[mid + 1]: left = mid + 1

else:

right = mid return left

nums = [1, 2, 3, 1]

peak\_index = findPeakElement(nums)

print("The peak element is at index:", peak\_index)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given two strings needle and haystack, return the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.**

**Example 1:**

**Input: haystack = "sadbutsad", needle = "sad" Output: 0**

## CODE:

def str(haystack, needle): return haystack.find(needle)

haystack = "darksouls" needle = "souls"

result = str(haystack, needle)

print("The index of the first occurrence is:", result)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given an array of string words, return all strings in words that is a substring of another word. You can return the answer in any order. A substring is a contiguous sequence of characters within a string**

**Example 1:**

**Input: words = ["mass","as","hero","superhero"] Output: ["as","hero"]**

**Explanation: "as" is substring of "mass" and "hero" is substring of "superhero". ["hero","as"] is also a valid answer.**

## CODE:

def stringMatching(words): result = []

for i in range(len(words)): for j in range(len(words)):

if i != j and words[i] in words[j]: result.append(words[i])

break

return result

words = ["Booyaka", "yaka", "rio", "mysterio"] output = stringMatching(words)

print("The substrings are:", output)

## OUTPUT:

![](data:image/png;base64,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)

# DAY-4

1. **Write a program that finds the closest pair of points in a set of 2D points using the brute force approach.**

**Input:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)A list or array of points represented by coordinates (x, y).**

**Points: [(1, 2), (4, 5), (7, 8), (3, 1)]**

**Output:**

**The two points with the minimum distance between them. The minimum distance itself.**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)

**Closest pair: (1, 2) - (3, 1) Minimum distance: 1.4142135623730951**

## CODE:

import math

def distance(p1, p2):

return math.sqrt((p1[0] - p2[0]) \*\* 2 + (p1[1] - p2[1]) \*\* 2) def closest\_pair\_brute\_force(points):

min\_distance = float('inf') closest\_points = None

for i in range(len(points)):

for j in range(i + 1, len(points)):

dist = distance(points[i], points[j]) if dist < min\_distance:

min\_distance = dist

closest\_points = (points[i], points[j]) return closest\_points, min\_distance

points = [(1, 2), (4, 5), (7, 8), (3, 1)]

closest\_points, min\_dist = closest\_pair\_brute\_force(points) print(f"Closest pair: {closest\_points[0]} - {closest\_points[1]}") print(f"Minimum distance: {min\_dist}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Write a program to find the closest pair of points in a given set using the brute force approach. Analyze the time complexity of your implementation. Define a function to calculate the Euclidean distance between two points. Implement a function to find the**

**closest pair of points using the brute force method. Test your program with a sample set of points and verify the correctness of your results. Analyze the time complexity of your implementation. Write a brute-force algorithm to solve the convex hull problem for the following set S of points? P1 (10,0)P2 (11,5)P3 (5, 3)P4 (9, 3.5)P5 (15, 3)P6 (12.5, 7)P7**

**(6, 6.5)P8 (7.5, 4.5).How do you modify your brute force algorithm to handle multiple points that are lying on the sameline?**

**Given points: P1 (10,0), P2 (11,5), P3 (5, 3), P4 (9, 3.5), P5 (15, 3), P6 (12.5, 7),**

**P7 (6, 6.5), P8 (7.5, 4.5). output: P3, P4, P6, P5, P7, P1**

## CODE:

def distance(p1, p2):

return math.sqrt((p1[0] - p2[0]) \*\* 2 + (p1[1] - p2[1]) \*\* 2) def closest\_pair\_brute\_force(points):

min\_distance = float('inf') closest\_points = None

for i in range(len(points)):

for j in range(i + 1, len(points)):

dist = distance(points[i], points[j]) if dist < min\_distance:

min\_distance = dist

closest\_points = (points[i], points[j]) return closest\_points, min\_distance

points = [(10, 0), (11, 5), (5, 3), (9, 3.5), (15, 3), (12.5, 7), (6, 6.5), (7.5, 4.5)]

closest\_points, min\_dist = closest\_pair\_brute\_force(points) print(f"Closest pair: {closest\_points[0]} - {closest\_points[1]}") print(f"Minimum distance: {min\_dist}")

## OUTPUT:
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1. **Write a program that finds the convex hull of a set of 2D points using the brute force approach.**

**Input:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)A list or array of points represented by coordinates (x, y).**

**Points: [(1, 1), (4, 6), (8, 1), (0, 0), (3, 3)]**

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)The list of points that form the convex hull in counter-clockwise order.**

**Convex Hull: [(0, 0), (1, 1), (8, 1), (4, 6)]**

## CODE:

def cross\_product(o, a, b):

return (a[0] - o[0]) \* (b[1] - o[1]) - (a[1] - o[1]) \* (b[0] - o[0]) def convex\_hull(points):

points = sorted(points) if len(points) <= 1:

return points lower, upper = [], [] for p in points:

while len(lower) >= 2 and cross\_product(lower[-2], lower[-1], p) <= 0: lower.pop()

lower.append(p)

for p in reversed(points):

while len(upper) >= 2 and cross\_product(upper[-2], upper[-1], p) <= 0: upper.pop()

upper.append(p)

return lower[:-1] + upper[:-1]

points = [(1, 1), (4, 6), (8, 1), (0, 0), (3, 3)]

hull = convex\_hull(points) print(f"Convex Hull: {hull}")

## OUTPUT:

![](data:image/png;base64,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)

1. **You are given a list of cities represented by their coordinates. Develop a program that utilizes exhaustive search to solve the TSP. The program should:**
   1. **Define a function distance(city1, city2) to calculate the distance between two cities (e.g., Euclidean distance).**
   2. **Implement a function tsp(cities) that takes a list of cities as input and performs the following:**
      * **Generate all possible permutations of the cities (excluding the starting city) using itertools.permutations.**
      * **For each permutation (representing a potential route):**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABmCAYAAADyKMLZAAAABlBMVEUAAAD///+l2Z/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA4ElEQVR4nO3dQQqAIBRAwYruf+W6QKuHlNLMXvnCQ5duGwAAAAAAAAAAAAAAAAAwhT2uu4ZO8Z56Xh4cXw/AusRDdg7YY/anYNUndnpuHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxk4iETD5l4yMRDJh4y8ZCJh0w8ZOIhEw+ZeMjEQyYeMvGQiYdMPGTiIRMPmXjIxEMmHjLxkImHTDxkIz6o9QHsT7l5yMQDAAAAAAAAAAAAQHAD7XQDeaPlhAcAAAAASUVORK5CYII=)Calculate the total distance traveled by iterating through the path and summing the distances between consecutive cities.**

**Keep track of the shortest distance encountered and the corresponding path. Shortest Distance: 7.0710678118654755 Shortest Path: [(1, 2), (4, 5), (7, 1), (3, 6), (1, 2)]**

## CODE:

import itertools

def distance(city1, city2):

return math.sqrt((city1[0] - city2[0]) \*\* 2 + (city1[1] - city2[1]) \*\* 2)

def tsp(cities):

n = len(cities) min\_path = None min\_dist = float('inf') start = cities[0]

for perm in itertools.permutations(cities[1:]): path = [start] + list(perm) + [start]

dist = sum(distance(path[i], path[i + 1]) for i in range(n)) if dist < min\_dist:

min\_dist = dist min\_path = path

return min\_dist, min\_path

cities = [(1, 2), (4, 5), (7, 1), (3, 6)]

min\_dist, min\_path = tsp(cities) print(f"Shortest Distance: {min\_dist}") print(f"Shortest Path: {min\_path}")

**OUTPUT:** **![](data:image/png;base64,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)**

1. **You are given a cost matrix where each element cost[i][j] represents the cost of assigning worker i to task j. Develop a program that utilizes exhaustive search to solve the assignment problem. The program should Define a function total\_cost(assignment, cost\_matrix) that takes an assignment (list representing worker-task pairings) and the**

**cost matrix as input. It iterates through the assignment and calculates the total cost by summing the corresponding costs from the cost matrix Implement a function assignment\_problem(cost\_matrix) that takes the cost matrix as input and performs the following Generate all possible permutations of worker indices (excluding repetitions). Test Cases:**

**Input**

1. **Simple Case: Cost Matrix:**

**[[3, 10, 7],**

**[8, 5, 12],**

**[4, 6, 9]]**

1. **More Complex Case: Cost Matrix:**

**[[15, 9, 4],**

**[8, 7, 18],**

**[6, 12, 11]]**

**Output:**

**Test Case 1:**

**Optimal Assignment: [(worker 1, task 2), (worker 2, task 1), (worker 3, task 3)]**

**Total Cost: 19**

**Test Case 2:**

**Optimal Assignment: [(worker 1, task 3), (worker 2, task 1), (worker 3, task 2)]**

**Total Cost: 24**

## CODE:

import itertools

def total\_cost(assignment, cost\_matrix):

return sum(cost\_matrix[i][assignment[i]] for i in range(len(assignment))) def assignment\_problem(cost\_matrix):

num\_workers = len(cost\_matrix)

workers = range(num\_workers) # Indices of workers min\_cost = float('inf')

best\_assignment = None

for perm in itertools.permutations(workers): current\_cost = total\_cost(perm, cost\_matrix) if current\_cost < min\_cost:

min\_cost = current\_cost best\_assignment = perm

optimal\_assignment = [(f"worker {i+1}", f"task {best\_assignment[i]+1}") for i in range(num\_workers)]

return optimal\_assignment, min\_cost cost\_matrix1 = [

[3, 10, 7],

[8, 5, 12],

[4, 6, 9]

]

cost\_matrix2 = [ [15, 9, 4],

[8, 7, 18],

[6, 12, 11]

]

assignment1, cost1 = assignment\_problem(cost\_matrix1)

print(f"Test Case 1:\nOptimal Assignment: {assignment1}\nTotal Cost: {cost1}") assignment2, cost2 = assignment\_problem(cost\_matrix2)

print(f"Test Case 2:\nOptimal Assignment: {assignment2}\nTotal Cost: {cost2}")

## OUTPUT:
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1. **You are given a list of items with their weights and values. Develop a program that utilizes exhaustive search to solve the 0-1 Knapsack Problem. The program should:**
   1. **Define a function total\_value(items, values) that takes a list of selected items (represented by their indices) and the value list as input. It iterates through the**

**selected items and calculates the total value by summing the corresponding values from the value list.**

* 1. **Define a function is\_feasible(items, weights, capacity) that takes a list of selected items (represented by their indices), the weight list, and the knapsack capacity as input. It checks if the total weight of the selected items exceeds the capacity.**

**Test Cases:**

1. **Simple Case:**

**Items: 3 (represented by indices 0, 1, 2)**
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**Weights: [2, 3, 1]**

**Values: [4, 5, 3]**

**Capacity: 4**

1. **More Complex Case:**

**Items: 4 (represented by indices 0, 1, 2, 3)**
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**Weights: [1, 2, 3, 4]**

**Values: [2, 4, 6, 3]**

**Capacity: 6 Output:**

**Test Case 1:**

**Optimal Selection: [0, 2] (Items with indices 0 and 2)**

**Total Value: 7**

**Test Case 2:**

**Optimal Selection: [0, 1, 2] (Items with indices 0, 1, and 2)**

**Total Value: 10**

## CODE:

import itertools

def total\_value(items, values):

return sum(values[i] for i in items) def is\_feasible(items, weights, capacity):

return sum(weights[i] for i in items) <= capacity def knapsack\_problem(weights, values, capacity):

num\_items = len(weights) best\_value = 0 best\_selection = []

for r in range(num\_items + 1):

for combination in itertools.combinations(range(num\_items), r): if is\_feasible(combination, weights, capacity):

current\_value = total\_value(combination, values)

if current\_value > best\_value: best\_value = current\_value best\_selection = combination

return list(best\_selection), best\_value weights1 = [2, 3, 1]

values1 = [4, 5, 3]

capacity1 = 4

weights2 = [1, 2, 3, 4]

values2 = [2, 4, 6, 3]

capacity2 = 6

selection1, value1 = knapsack\_problem(weights1, values1, capacity1)

print(f"Test Case 1:\nOptimal Selection: {selection1} (Items with indices {selection1})\nTotal Value:

{value1}")

selection2, value2 = knapsack\_problem(weights2, values2, capacity2)

print(f"Test Case 2:\nOptimal Selection: {selection2} (Items with indices {selection2})\nTotal Value:

{value2}")

## OUTPUT:
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# DAY-5

1. **Write a Program to find both the maximum and minimum values in the array. Implement using any programming language of your choice. Execute your code and provide the maximum and minimum values found.**

**Input : N= 8, a[] = {5,7,3,4,9,12,6,2}**

**Output : Min = 2, Max = 12 Test Cases :**

**Input : N= 9, a[] = {1,3,5,7,9,11,13,15,17}**

**Output : Min = 1, Max = 17 Test Cases :**

**Input : N= 10, a[] = {22,34,35,36,43,67, 12,13,15,17}**

**Output : Min 12, Max 67**

## CODE:

def find\_min\_max(arr):

# Finding minimum and maximum values min\_val = min(arr)

max\_val = max(arr) return min\_val, max\_val

arr1 = [5, 7, 3, 4, 9, 12, 6, 2]

min\_val, max\_val = find\_min\_max(arr1)

print(f"Input: {arr1}\nMin = {min\_val}, Max = {max\_val}")

## OUTPUT:
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1. **Consider an array of integers sorted in ascending order: 2,4,6,8,10,12,14,18. Write a Program to find both the maximum and minimum values in the array. Implement using any programming language of your choice. Execute your code and provide the maximum and minimum values found.**

**Input : N=8, 2,4,6,8,10,12,14,18.**

**Output : Min = 2, Max =18**

## CODE:

def find\_min\_max(arr): min\_val = arr[0]

max\_val = arr[-1]

return min\_val, max\_val

arr = [2, 4, 6, 8, 10, 12, 14, 18]

min\_val, max\_val = find\_min\_max(arr) print(f"Input: {arr}")

print(f"Min = {min\_val}, Max = {max\_val}")

## OUTPUT:

![](data:image/png;base64,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)

1. **You are given an unsorted array 31,23,35,27,11,21,15,28. Write a program for Merge Sort and implement using any programming language of your choice.**

**Test Cases :**

**Input : N= 8, a[] = {31,23,35,27,11,21,15,28} Output : 11,15,21,23,27,28,31,35**

## CODE:

def merge(left, right): sorted\_array = []

i = j = 0

while i < len(left) and j < len(right): if left[i] < right[j]:

sorted\_array.append(left[i]) i += 1

else:

sorted\_array.append(right[j]) j += 1

sorted\_array.extend(left[i:]) sorted\_array.extend(right[j:]) return sorted\_array

def merge\_sort(arr):

# Base case: single element or empty array if len(arr) <= 1:

return arr

mid = len(arr) // 2

left\_half = merge\_sort(arr[:mid]) right\_half = merge\_sort(arr[mid:])

return merge(left\_half, right\_half) arr = [31, 23, 35, 27, 11, 21, 15, 28]

sorted\_arr = merge\_sort(arr)

## OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbgAAABgCAYAAABv0GdFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABAJSURBVHhe7d0NbJT1HQfwLxTBLD2m9ghaoNBOU0GtkEF1Qag4SYA4xGrqCJhGx5tOo6MMjXGhvoRkhpKZJfLqXJ1uirEqMcWJ86XI1ILR1RFoYH0B6WZonePIkqK4/d/u7rnnnutdr8/Tl3+/n+TJ3f2f5+557nn+z//3f7t2xE0/ufl/ICIissyI25feoQLc6TPfYmzuKJVIREQ01I246uqZKsBNLLgMXxw/qhKJiIiGupHmkYiIyCoMcEREZCUGOCIishIDHBERWYkBjoiIrMQAR0REVmKAIyIiKzHAERGRlRjgiIjISgxwRERkJQY4IiKyEgMcERFZiQGOiIisxABHRERWYoAjIiIr9cP/g8tHafnNWHTDLEy/OBeRfzXj8IHdqK09gJNmCyIiIr8FG+DK7sfOBytQmj/aJDhEmvHixvXYuKfDJGTu8rIFKApF0PLGfhwxaUHor/0QEZH/csZfnF8tn4z9fh5O/+crleiLskfw2pMVuPLCHBHMWtG491XUPrcXR74GLpxYgAtDYVw551qMP/oy3ms378nQvb/5E+67tRg5W8V7TVoQ+ms/RETkv4DG4PJRdc9CFI0Bultfx8/nVGDFI1vw4hsv47ePPYAlcx5AbVMEGFOI8gefxBzzLl9Nm41FN83G5eYlERENL8F0UV77JPZsnYcJ55rx4pLl2HjCpDtNuht/eOkuXP29CBo33YAVz4sW32c3oyhyADVz7kGt2az61QMoL9Tb7Ct7B1WzQmZNXMvrs7BkQ/T9zWg8kY/SaWa7c2dx8sNn8It7f6e7GZc/jf3rZiEkAm/JLU+oTUQidu67H6WhVtRNr0Drjp72Y14QEdGgFkwL7rp8TJCPrUe8g5t0Ygsaj50VT0IIX6aT0jl1og0tx1rR+V/56iw6xXP5usU5WyVUjNIfnEXLgXdR/0EzOr8djQnX3Y1nti43G6SX0X6IiGhQCybAhfSkksi/29RjKqe7u9Xj2AsWqMd06h+7C0tuq0DDl/LVSTSI5/L12u1qtdGBt9cvwJKV6/HQvctxw/o3cfKcOKRZC/DwJLNJGpnth4iIBrNgAtyXZyBDV2hCCUp1iod8FIZ1N+DprjfVoy9ONKHmffNcev9X+Pi4eMzJR1GZTiIiIvsFE+Ce/htaRasJ+TOxqjJfp7mVPYBrCuWTDhx5S6UQERH5JqBZlE/hxQ+6xGMIpfdswealxTrZmLBwPXY9MU+N00U+ehkPfSRT29AZEQ+hMAqjXYmT7se08eZ5kjE436vLcVIJqpwttbLHcU2BeDzXgRbZsnu+A6dkejgflfJRKitBUfKcEiPFfoiIaFAL8Ifes/HwS4/jp8U6cnR/3YGTnd2y3xJF4/UYXfex17H2tiewT70Cqv64H5XTRqO7sxmNH3ViQtlsE3iiMy3VZlj57H7cN0Nu14qTXwMtb8nxMTOLUm7Q3YWWpiYc6c5H6axihMfIQPoUZq+RH7AAm//8OG4UgTNy4gA+PnI+ps69ChPENoCeRal+GCh478esJCKiQS2gFpy0HxtvX46NbzSr2YhjLshH0aWFOridk38d5Enc4QhuUs2DW9DYKbYNF2POTSK4oRlH1ESPRDt+vwuNHWfFduLz5GeqKZuG/JnAP0ajaNY8LLpOBLdRZ3Hygy34mQpu0ptYu/F1tIhjCk2ahRvnX4VwVzNOytajS4/7ISKiQa0f/halNkEEnKvHy6ZUK+rfbzap3tSfyBKtqXTbJXL9jk7+0Fs051L/mS3RuptfgrFfN+HtA73/c2FERDS49VuAC573D8WJiGh4CrCLkoiIaOBYFOA+x1/eeBP1e/6KwyaFiIiGL4u6KImIiOLYRUlERFZigCMiIisxwBERkZUY4IiIyEoMcEREZCUGOCIishIDHBERWYkBjoiIrMQAR0REVmKAIyIiKzHAERGRlRjgiIjISgxwRERkpRG3L71D/TeB02e+xdjcUSqRiIhoqBsxsXC6CnBXXTkVn/+d/0nNdoWFBRg5ciSOH/8C33zzrUnVzjtvFAoKJuK7775Da+txk0pEtsq0PLhn5VL88uFfmzVDB7soh5lx4TzPzCzJNLlObkNE9rO9PGCAG2ZycnI8M3OUXCe3ISL72V4eMMAREZGVGOCIiMhKFge4Cux87x28tsG8JCKiYSWDAKcDRdMnzmU3di4zq31UuW33IAhI5vu+V4NKk2Kr6lec1/RZVJt0J3lN5PrU12UdXpPvD/h86WP1yHfLarA/9h30sn9bhVnpn+h50Evq/J/yOH1hznV0eWWdSY9yrRdLIPfThmdT78Pjenhu12eucskr/7mPJel89V1ivhBLivsg/X3UFxlcd9c1S94mXd4amtIGuOpX1qAUn6LmhzegxCx1B49i3wtmAx8VhnPNswG07BpMDZ1BBJdhTiCF1CDTVm+u651JAU4W1lXFEOciBVWALMK4yBmTEARdkJXnyWvi4dKLEIok5s/Zq3eZlT4RhUNV8dHYPmoOAqVr3RWCNMfZZ/LzFwG7o9+zHi1TFiUE88ptczHu4NbYeSjZ3Y6ixT4HW3nNFwN1qfbxQhVmR9dFl82finPSjs8eNdv4QJZLU5uj33UrGjEDVQmFsiiw184AYucj+Xz13TrcMrMrfi48jyOD+6iPMrnulfl5jntdL0sSrscmLDHpdW0myQJpAlwFJorz0vJuFWpNilS9OvG1u6aUlIlk7UFe9ITt4gVEtCVRPgXiwsQ/p7c1jOjnyGX/tgKT2juVcy9DqK0Be7tyMXWu+2aQhYzOOIn7im8n0+VxJ9TsnMeaVJNyZkRdSCadP3XekgsqdQxBtZzEcZbnicBxfQNOmaRE4lhXzsApUeBubzZJAajcthylXeLG3HHUpAyAR+9EyfXxPF+7ugEtmIzpjvwZ/HHuworrnYXSJrx68AxCxdfErn/t6sWJwf3RQ+I4cxG+1Lz2gwpgjsrQo3vQGPG6V+Kqy2eIe+qQZw9BtqpvdVZkxLl5tx2YckV8H8suwTicweGG6Dab8JnvBbcMCs6K4S7saxaVvbxL4vdk2vuo7/rlug9RaQLcLnzRJYLOvJ4KUV1TkgWdrhnU49TMNcmFtKg9Na0EtptagrPFIDOrqv2IKk5L7HOcN7MMbs7aq9g2T3yeI3DIgKIyknnvdsxFaciszFgF5hTnItJ5HNVN7QmFR1yuqL2/g+lN8eN0txhkkF6F52PrS27dZNYIxw6hbnP8vao1sDJ6fvWN6t6vCrqRYFrNKbkK9WTuAjcY8uZNOH8uqmba9c8ejjMApvDsPGZeC+mOMwiqx6OH7179yiIUidbtq4FeowKExX12qiPxHohbh+lTzqCxLthzo/JB5Cu0mtd44WMcFoE3Xsjr44gHvACIiuiqmbmJDYK095H/vK67zCuyXBtu0ndR3iqa9iHR7JatDY/WgmweJ55MUasRTeTQzIWuGls76rK90BuucO3DXWPTgcmZsXQtu5dM96S6CWQtKOTdTRk5uLXngr2tPnU32QubUO0IVLUNRxEJXYRC81rvdwZuibUOTNBt/jjp3KmKQT/fPIOSrDzFWsTeY4l+GpAKRxJZYIsKYZMrcDh6SeZ3bg0+f8h7s4fuR10+BH2uvO4RWQHbis550XwxF52bF2NFAMcR681ZexH2ikpr0JU+Txlc95BoeOhzIZaAx8wHiwwmmUT7Zk3/sjw5jpaTZy3y2FeIIA8TncHBWbvqJVU7iwbZ6LJ4slkryVpkYo0aOI7OXnZ6JxZc8v3eXS+pa6taupqSs3uzSbR+ExuauuupqMScYxV027E3VcAc5lTLybSG5VLXNhnlQQY5OR4nx10GtGKhx+PkuEtSYeoYA9uO5SKPJXdt+0YWqovz0Lg5efxWk2NUrhZNANQ8ga7kSmU0PdZTkjRu6g/dAyWXQ5gu72mP4ZPApbnu8WOUiynLRZCbb9bbKoMAF6W7pKKDtcHMBuqBa4BUL6lurGzoWmA8kIqbQ0Qe727KbOkxtnI4vosagE+kWnWmdarHBP0dv7CZ6nFwV678IsdPeyzQ+4PMQ94FupsM/nVtPY+PZU0GNzU00UOrKE3rzg+ysqiGJtzdw3Lsa0o76ky6PBc1B/NQHmjwEY0BeT87xwIHQPrrLsryHeI4QxfhEpNiq14EuCjdMhqXr09ea6drUFWSM9vQhS986g6o7ehKHEBOoltbiYOqemwgY6qllDgGqIJPim7K7OiWZsJ4hDpXLmr8QE5iMF2v7m4o6n+qtTJZ5I9gurkyFZvVnNF4n54k5r/4DMXU3XEiEM+bjMjBPYEV9mrcXQYxj9Z00picoMoRd1nlN6/7ud8Fdd2HnjQBbh12Js2IXChaNvHBWjXWlTBmJDK/KAh6n7HNhJZo15yTmqk1Oan2Vbksemx69pJzMozq+zfPM6FaSu7aphmo9rcG7Pw8XQgk02OMRSULERaFWapJAoHOovSRnlEaRPdQBapFJcBJD7B7jfno1nNW3Uex1ooP4yuyFZhlt2GsteLZPSq+3zbXd3Pdq07ZXxM94Ut2j/bYgnSOZ6ckPyu73y3K41ddxSl6cfTYtrNyau41j0k5WZ+LDTWu62j2kVWPS7b5M5Prvk7cJ+apIt6zUs9sfc6k2CptCy7sHJiUi+qicdZi5RhdPRCb3p9B5k+huk427+MTBuLdoHrAWM2cjB6HWFbNNasF1Szvio/TyVmMmf+ewwxSJwVlHTj966aMTsCJntPlwA7ZpeZBTjaZMhnjPCaXDDVqnDaQblaRx0oS82fqAKBb9Nm0htU0d/Ho/AmLWrIIlrplkcWkCxFk508Rj+6x6FiwFBXEcOL9kXyvxmV7TaIVx4QJC3JxVbT0TwMaem7tJk3lz5Qe2wPkeKvjGMQSKzPkmNTuLjXjWa8z43EeLd+s8+cxYGrs83veR3rZ5s9MrvtxTIxNtpFLX45zaOH/gxu0ZO3W/5lfP7p2Jj786KB6rloEcjzQldGd2/RdMN+j12TLad5XKYJff5G19DUIvztAM+1iBsc1Ua2wcMMAF7TDO3963evuckFuU774x0Py/8ExwA1SQd38SQFOtgqU9lh3j78BjogGq/i9LgP9oviwjpzUZ0GAy2KSCQXH9MN/Iv+0z9EMJxJkL3Hq8EDODCSigRX9OZhZBrRV7R8GuEEl+lMMsQxoVxoR0dDHADfMnDt3DuedN8q8SibXyW2IyH62lwcMcMPMqc4uFBRM9MzUMk2uk9sQkf1sLw84yWQYKiwswLhwHnJyckyKJmtqMjO3tg6/P8pKNFzZXB4wwBERkZXYRUlERFZigCMiIisxwBERkZUY4IiIyEoMcEREZCUGOCIishIDHBERWYkBjoiIrMQAR0REVmKAIyIiKzHAERGRlRjgiIjISgxwRERkJQY4IiKyEgMcERFZiQGOiIisxABHRERWYoAjIiIrMcAREZGVGOCIiMhKI8eMGQ25EBER2YQtOCIishIDHBERWQj4P8IxAkieX0eDAAAAAElFTkSuQmCC)

1. **Implement the Merge Sort algorithm in a programming language of your choice and test it on the array 12,4,78,23,45,67,89,1. Modify your implementation to count the number of comparisons made during the sorting process. Print this count along with the sorted array. Test Cases :**

**Input : N= 8, a[] = {12,4,78,23,45,67,89,1} Output : 1,4,12,23,45,67,78,89**

## CODE:

comparison\_count = 0 def merge(left, right):

global comparison\_count sorted\_array = []

i = j = 0

while i < len(left) and j < len(right): comparison\_count += 1 # Count comparison if left[i] < right[j]:

sorted\_array.append(left[i]) i += 1

else:

sorted\_array.append(right[j]) j += 1

sorted\_array.extend(left[i:]) sorted\_array.extend(right[j:]) return sorted\_array

def merge\_sort(arr): if len(arr) <= 1: return arr

mid = len(arr) // 2

left\_half = merge\_sort(arr[:mid]) right\_half = merge\_sort(arr[mid:])

return merge(left\_half, right\_half) arr = [12, 4, 78, 23, 45, 67, 89, 1]

sorted\_arr = merge\_sort(arr) print("Sorted Array:", sorted\_arr)

print("Number of Comparisons:", comparison\_count)

## OUTPUT:
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1. **Given an unsorted array 10,16,8,12,15,6,3,9,5 Write a program to perform Quick Sort. Choose the first element as the pivot and partition the array accordingly. Show the array after this partition. Recursively apply Quick Sort on the sub-arrays formed. Display the array after each recursive call until the entire array is sorted.**

**Input : N= 9, a[]= {10,16,8,12,15,6,3,9,5}**

**Output : 3,5,6,8,9,10,12,15,16**

## CODE:

def partition(arr, low, high):

pivot = arr[low] # First element as pivot left = low + 1

right = high done = False while not done:

while left <= right and arr[left] <= pivot: left = left + 1

while arr[right] >= pivot and right >= left: right = right - 1

if right < left: done = True

else:

arr[left], arr[right] = arr[right], arr[left] arr[low], arr[right] = arr[right], arr[low]

return right

def quick\_sort(arr, low, high): if low < high:

pivot\_index = partition(arr, low, high)

print(f"Array after partition (pivot {arr[pivot\_index]}): {arr}") quick\_sort(arr, low, pivot

## OUTPUT:
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1. **Implement the Quick Sort algorithm in a programming language of your choice and test it on the array 19,72,35,46,58,91,22,31. Choose the middle element as the pivot and partition the array accordingly. Show the array after this partition. Recursively apply Quick Sort on the sub-arrays formed. Display the array after each recursive call until the entire array is sorted. Execute your code and show the sorted array.**

**Input : N= 8, a[] = {19,72,35,46,58,91,22,31} Output : 19,22,31,35,46,58,72,91**

## CODE:

def partition(arr, low, high):

mid = (low + high) // 2 # Middle element as pivot pivot = arr[mid]

arr[mid], arr[low] = arr[low], arr[mid] left = low + 1

right = high done = False while not done:

while left <= right and arr[left] <= pivot: left += 1

while arr[right] >= pivot and right >= left: right -= 1

if right < left: done = True

else:

# Swap left and right values

arr[left], arr[right] = arr[right], arr[left] arr[low], arr[right] = arr[right], arr[low] return right

def quick\_sort(arr, low, high): if low < high:

# Partition the array and get the partition index pivot\_index = partition(arr, low, high)

print(f"Array after partition (pivot {arr[pivot\_index]}): {arr}") quick\_sort(arr, low, pivot\_index - 1)

quick\_sort(arr, pivot\_index + 1, high)

arr = [19, 72, 35, 46, 58, 91, 22, 31]

N = len(arr)

print("Initial Array:", arr) quick\_sort(arr, 0, N - 1) print("Final Sorted Array:", arr)

## OUTPUT:
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1. **Implement the Binary Search algorithm in a programming language of your choice and test it on the array 5,10,15,20,25,30,35,40,45 to find the position of the element 20. Execute**

**your code and provide the index of the element 20. Modify your implementation to count the number of comparisons made during the search process. Print this count along with the result.**

**Input : N= 9, a[] = {5,10,15,20,25,30,35,40,45}, search key = 20**

**Output : 4**

## CODE:

def binary\_search(arr, low, high, key):

comparisons = 0 # Counter for the number of comparisons while low <= high:

comparisons += 1 mid = (low + high) if arr[mid] == key:

print(f"Element {key} found at index {mid}") print(f"Total Comparisons: {comparisons}") return mid elif arr[mid] < key:

low = mid + 1

else:

high = mid - 1

print(f"Element {key} not found in the array.") print(f"Total Comparisons: {comparisons}") return

arr = [5, 10, 15, 20, 25, 30, 35, 40, 45]

N = len(arr) key = 20

index = binary\_search(arr, 0, N - 1, key)

## OUTPUT:
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1. **You are given a sorted array 3,9,14,19,25,31,42,47,53 and asked to find the position of the element 31 using Binary Search. Show the mid-point calculations and the steps involved in finding the element. Display, what would happen if the array was not sorted, how would this impact the performance and correctness of the Binary Search algorithm?**

**Input : N= 9, a[] = {3,9,14,19,25,31,42,47,53}, search key = 31**

**Output : 6**

## CODE:

def binary\_search(arr, key): low = 0

high = len(arr) - 1 comparisons = 0 while low <= high:

comparisons += 1

mid = (low + high) // 2

print(f"Checking mid-point at index {mid}: {arr[mid]}") # if arr[mid] == key:

print(f"Element found at index {mid}") return mid, comparisons

elif arr[mid] < key: low = mid + 1

else:

high = mid - 1 return -1, comparisons

arr = [3, 9, 14, 19, 25, 31, 42, 47, 53]

search\_key = 31

result, comparison\_count = binary\_search(arr, search\_key) if result != -1:

print(f"Element {search\_key} found at index {result}") else:

print(f"Element {search\_key} not found in the array") print(f"Number of comparisons made: {comparison\_count}")

## OUTPUT:
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1. **Given an array of points where points[i] = [xi, yi] represents a point on the X-Y plane and an integer k, return the k closest points to the origin (0, 0).**
   1. **Input : points = [[1,3],[-2,2],[5,8],[0,1]],k=2 Output:[[-2, 2], [0, 1]]**

## CODE:

import heapq

def k\_closest\_points(points, k): heap = []

for point in points:

x, y = point

distance = x\*\*2 + y\*\*2 # Calculate squared distance heapq.heappush(heap, (distance, point))

result = [heapq.heappop(heap)[1] for \_ in range(k)] return result

points = [[1, 3], [-2, 2], [5, 8], [0, 1]]

k = 2

output = k\_closest\_points(points, k) print("The closest points are:", output)

## OUTPUT:
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1. **Given four lists A, B, C, D of integer values,Write a program to compute how many tuples n(i, j, k, l) there are such that A[i] + B[j] + C[k] + D[l] is zero.**
   1. **Input: A = [1, 2], B = [-2, -1], C = [-1, 2], D = [0, 2]**

**Output: 2**

## CODE:

from collections import defaultdict def four\_sum\_count(A, B, C, D):

AB\_sum\_map = defaultdict(int) for a in A:

for b in B:

AB\_sum\_map[a + b] += 1 count = 0

for c in C: for d in D:

target = -(c + d)

if target in AB\_sum\_map:

count += AB\_sum\_map[target] return count

A = [1, 2]

B = [-2, -1]

C = [-1, 2]

D = [0, 2]

output = four\_sum\_count(A, B, C, D) print("The number of tuples is:", output)

## OUTPUT:

![](data:image/png;base64,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)

# DAY-6

1. **To Implement the Median of Medians algorithm ensures that you handle the worst-case time complexity efficiently while finding the k-th smallest element in an unsorted array. arr = [12, 3, 5, 7, 19] k = 2 Expected Output:5**

## CODE:

arr = [12, 3, 5, 7, 19]

k = 2 # Looking for the 2nd smallest element left, right = 0, len(arr) - 1

k\_index = k - 1 # Adjust for zero-based indexing while True:

medians = []

for i in range(left, right + 1, 5):

# Create a subarray of at most 5 elements subarr = arr[i:min(i + 5, right + 1)]

subarr.sort() medians.append(subarr[len(subarr) // 2]) if len(medians) == 1:

median\_of\_medians = medians[0] else:

medians.sort()

median\_of\_medians = medians[len(medians) // 2] # Get the median pivot\_index = arr.index(median\_of\_medians)

arr[pivot\_index], arr[right] = arr[right], arr[pivot\_index] # Move pivot to end pivot\_index = left # Reset pivot index for partitioning

for j in range(left, right):

if arr[j] < median\_of\_medians:

arr[pivot\_index], arr[j] = arr[j], arr[pivot\_index] pivot\_index += 1

arr[pivot\_index], arr[right] = arr[right], arr[pivot\_index] # Move pivot to its final place if pivot\_index == k\_index:

result = arr[pivot\_index] # Found the k-th smallest element break

elif pivot\_index > k\_index:

right = pivot\_index - 1 # Search in the left partition else:

left = pivot\_index + 1 # Search in the right partition print("The {}-th smallest element is: {}".format(k, result))

## OUTPUT:

![](data:image/png;base64,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)

1. **To Implement a function median\_of\_medians(arr, k) that takes an unsorted array arr and an integer k, and returns the k-th smallest element in the array.**

**arr = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10] k = 6**

## CODE:

def partition(arr, low, high, pivot):

# Partition the array around the pivot element pivot\_index = arr.index(pivot)

arr[pivot\_index], arr[high] = arr[high], arr[pivot\_index] i = low

for j in range(low, high): if arr[j] < pivot:

arr[i], arr[j] = arr[j], arr[i] i += 1

arr[i], arr[high] = arr[high], arr[i] return i

def find\_median(arr): arr.sort()

return arr[len(arr) // 2] def select(arr, left, right, k):

if right - left + 1 <= 5: sublist = arr[left:right + 1] sublist.sort()

return sublist[k] medians = []

for i in range(left, right + 1, 5): sub\_right = min(i + 4, right)

medians.append(find\_median(arr[i:sub\_right + 1]))

median\_of\_medians = select(medians, 0, len(medians) - 1, len(medians) // 2) pivot\_index = partition(arr, left, right, median\_of\_medians)

if pivot\_index == k: return arr[pivot\_index]

elif pivot\_index > k:

return select(arr, left, pivot\_index - 1, k) else:

return select(arr, pivot\_index + 1, right, k) def kth\_smallest(arr, k):

return select(arr, 0, len(arr) - 1, k - 1)

arr = [12, 3, 5, 7, 19]

k = 2

result = kth\_smallest(arr, k)

print("The {}-th smallest element is: {}".format(k, result))

## OUTPUT:

![](data:image/png;base64,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)

1. **Write a program to implement Meet in the Middle Technique. Given an array of integers and a target sum, find the subset whose sum is closest to the target. You will use the Meet**

**in the Middle technique to efficiently find this subset.**

* 1. **Set[] = {45, 34, 4, 12, 5, 2} Target Sum : 42**

## CODE:

from itertools import combinations set\_values = [45, 34, 4, 12, 5, 2]

target\_sum = 42

n = len(set\_values) mid = n // 2

first\_half = set\_values[:mid] second\_half = set\_values[mid:] def generate\_sums(arr):

sums = set()

for r in range(len(arr) + 1): # +1 to include empty subset for combo in combinations(arr, r):

sums.add(sum(combo)) return sums

sums\_first\_half = generate\_sums(first\_half) sums\_second\_half = generate\_sums(second\_half) sums\_second\_half = sorted(sums\_second\_half) closest\_sum = None

closest\_diff = float('inf')

for sum1 in sums\_first\_half:

# Required sum from the second half required = target\_sum - sum1

low, high = 0, len(sums\_second\_half) - 1 while low <= high:

mid = (low + high) // 2

if sums\_second\_half[mid] < required: low = mid + 1

else:

high = mid - 1

for candidate in (sums\_second\_half[low-1] if low > 0 else None, sums\_second\_half[low] if low < len(sums\_second\_half) else None):

if candidate is not None: current\_sum = sum1 + candidate

current\_diff = abs(target\_sum - current\_sum) if current\_diff < closest\_diff:

closest\_diff = current\_diff closest\_sum = current\_sum

print("The closest sum to the target {} is: {}".format(target\_sum, closest\_sum))

## OUTPUT:

![](data:image/png;base64,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)

1. **Write a program to implement Meet in the Middle Technique. Given a large array of integers and an exact sum E, determine if there is any subset that sums exactly to E. Utilize the Meet in the Middle technique to handle the potentially large size of the array. Return true if there is a subset that sums exactly to E, otherwise return false.**
   1. **E = {1, 3, 9, 2, 7, 12} exact Sum = 15**

## CODE:

from itertools import combinations set\_values = [45, 34, 4, 12, 5, 2]

target\_sum = 42

n = len(set\_values) mid = n // 2

first\_half = set\_values[:mid] second\_half = set\_values[mid:] def generate\_sums(arr):

sums = set()

for r in range(len(arr) + 1): # +1 to include empty subset for combo in combinations(arr, r):

sums.add(sum(combo)) return sums

sums\_first\_half = generate\_sums(first\_half) sums\_second\_half = generate\_sums(second\_half) sums\_second\_half = sorted(sums\_second\_half) closest\_sum = None

closest\_diff = float('inf')

for sum1 in sums\_first\_half: required = target\_sum - sum1

low, high = 0, len(sums\_second\_half) - 1 while low <= high:

mid = (low + high) // 2

if sums\_second\_half[mid] < required: low = mid + 1

else:

high = mid - 1

for candidate in (sums\_second\_half[low-1] if low > 0 else None, sums\_second\_half[low] if low < len(sums\_second\_half) else None):

if candidate is not None: current\_sum = sum1 + candidate

current\_diff = abs(target\_sum - current\_sum) if current\_diff < closest\_diff:

closest\_diff = current\_diff closest\_sum = current\_sum

print("The closest sum to the target {} is: {}".format(target\_sum, closest\_sum))

## OUTPUT:

![](data:image/png;base64,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)

1. **Given two 2×2 Matrices A and B**

## A=(1 7 B=(1 3

**3 5) 7 5)**

**Use Strassen's matrix multiplication algorithm to compute the product matrix C such that C=A×B.**

**Test Cases:**

**Consider the following matrices for testing your implementation: Test Case 1:**

## A=(1 7 B=( 6 8

**3 5) 4 2)**

**Expected Output:**

## C=(18 14

**35 , 42)**

## CODE:

import numpy as np

def strassen\_multiply(A, B):

if len(A) == 2 and len(B) == 2 C = np.zeros((2, 2))

C[0][0] = A[0][0] \* B[0][0] + A[0][1] \* B[1][0] # C11

C[0][1] = A[0][0] \* B[0][1] + A[0][1] \* B[1][1] # C12

C[1][0] = A[1][0] \* B[0][0] + A[1][1] \* B[1][0] # C21

C[1][1] = A[1][0] \* B[0][1] + A[1][1] \* B[1][1] # C22

return C

A = np.array([[1, 7], [3, 5]])

B = np.array([[6, 8], [4, 2]])

C = strassen\_multiply(A, B) print("Product Matrix C:\n", C)

## OUTPUT:

## 

1. **Given two integers X=1234 and Y=5678: Use the Karatsuba algorithm to compute the product Z=X x Y**

**Test Case 1:**

**Input: x=1234,y=5678**

**Expected Output: z=1234×5678=7016652**

## CODE:

def karatsuba(x, y):

# Base case for recursion if x < 10 or y < 10:

return x \* y

m = min(len(str(x)), len(str(y))) half\_m = m // 2

a = x // 10\*\*half\_m

b = x % 10\*\*half\_m

c = y // 10\*\*half\_m

d = y % 10\*\*half\_m ac = karatsuba(a, c) bd = karatsuba(b, d)

abcd = karatsuba(a + b, c + d)

return ac \* 10\*\*(2 \* half\_m) + (abcd - ac - bd) \* 10\*\*half\_m + bd x = 1234

y = 5678

result = karatsuba(x, y) print("Product Z =", result)

## OUTPUT:

![](data:image/png;base64,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)

# DAY-7

1. **You are given the number of sides on a die (num\_sides), the number of dice to throw (num\_dice), and a target sum (target). Develop a program that utilizes dynamic programming to solve the Dice Throw Problem.**

**Test Cases:**

1. **Simple Case:**
   * **Number of sides: 6**
   * **Number of dice: 2**
   * **Target sum: 7**
2. **More Complex Case:**
   * **Number of sides: 4**
   * **Number of dice: 3**
   * **Target sum: 10 Output**

**Test Case 1:**

**Number of ways to reach sum 7: 6**

## CODE:

def dice\_throw(num\_sides, num\_dice, target):

# Create a DP table with dimensions (num\_dice + 1) x (target + 1) dp = [[0 for \_ in range(target + 1)] for \_ in range(num\_dice + 1)] dp[0][0] = 1

for i in range(1, num\_dice + 1): for j in range(1, target + 1):

for k in range(1, num\_sides + 1): if j >= k:

dp[i][j] += dp[i - 1][j - k] return dp[num\_dice][target]

num\_sides\_1 = 6

num\_dice\_1 = 2

target\_1 = 7

result\_1 = dice\_throw(num\_sides\_1, num\_dice\_1, target\_1)

print(f"Test Case 1: Number of ways to reach sum {target\_1}: {result\_1}")

## OUTPUT:
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1. **In a factory, there are two assembly lines, each with n stations. Each station performs a specific task and takes a certain amount of time to complete. The task must go through each station in order, and there is also a transfer time for switching from one line to another. Given the time taken at each station on both lines and the transfer time between the lines, the goal is to find the minimum time required to process a product from start to end.**

**Input**

**n: Number of stations on each line.**

**a1[i]: Time taken at station i on assembly line 1. a2[i]: Time taken at station i on assembly line 2.**

**t1[i]: Transfer time from assembly line 1 to assembly line 2 after station i. t2[i]: Transfer time from assembly line 2 to assembly line 1 after station i. e1: Entry time to assembly line 1.**

**e2: Entry time to assembly line 2. x1: Exit time from assembly line 1. x2: Exit time from assembly line 2. Output**

**The minimum time required to process the product**.

## CODE:

def min\_assembly\_time(n, a1, a2, t1, t2, e1, e2, x1, x2): dp1 = [0] \* n # Time to reach station i on line 1

dp2 = [0] \* n # Time to reach station i on line 2 dp1[0] = e1 + a1[0] # Time to reach station 1 on line 1 dp2[0] = e2 + a2[0] # Time to reach station 1 on line 2 for i in range(1, n):

dp1[i] = min(dp1[i - 1] + a1[i], dp2[i - 1] + t2[i - 1] + a1[i])

dp2[i] = min(dp2[i - 1] + a2[i], dp1[i - 1] + t1[i - 1] + a2[i]) min\_time = min(dp1[n - 1] + x1, dp2[n - 1] + x2)

return min\_time n = 4

a1 = [7, 9, 3, 4]

a2 = [8, 5, 6, 4]

t1 = [2, 3, 1]

t2 = [2, 1, 2]

e1 = e2 = 4

x1 = 3

x2 = 2

result = min\_assembly\_time(n, a1, a2, t1, t2, e1, e2, x1, x2) print(f"The minimum time required to process the product: {result}")

## OUTPUT:
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1. **An automotive company has three assembly lines (Line 1, Line 2, Line 3) to produce different car models. Each line has a series of stations, and each station takes a certain amount of time to complete its task. Additionally, there are transfer times between lines, and certain dependencies must be respected due to the sequential nature of some tasks. Your goal is to minimize the total production time by determining the optimal scheduling of tasks across these lines, considering the transfer times and dependencies.**

**Number of stations: 3**

* + **Station times:**
  + **Line 1: [5, 9, 3]**
  + **Line 2: [6, 8, 4]**
  + **Line 3: [7, 6, 5]**
  + **Transfer times:**

**[**

**[0, 2, 3],**

**[2, 0, 4],**

**[3, 4, 0]**

**]**

**Dependencies: [(0, 1), (1, 2)] (i.e., the output of the first station is needed for the second, and the second for the third, regardless of the line).**

## CODE:

def min\_production\_time(station\_times, transfer\_times, dependencies):

num\_stations = len(station\_times[0]) # Assuming all lines have the same number of stations num\_lines = len(station\_times)

dp = [[float('inf')] \* num\_stations for \_ in range(num\_lines)] for line in range(num\_lines):

dp[line][0] = station\_times[line][0] for station in range(1, num\_stations):

for line in range(num\_lines):

for prev\_line in range(num\_lines): if prev\_line == line:

dp[line][station] = min(dp[line][station],

dp[line][station - 1] + station\_times[line][station])

else:

dp[line][station] = min(dp[line][station],

dp[prev\_line][station - 1] + transfer\_times[prev\_line][line] +

station\_times[line][station])

for dep in dependencies:

dep\_start, dep\_end = dep

if dep\_start < station: # If the dependency is for a previous station

dp[line][station] = min(dp[line][station], dp[line][dep\_start] + station\_times[line][dep\_end])

min\_time = float('inf')

for line in range(num\_lines):

min\_time = min(min\_time, dp[line][num\_stations - 1]) return min\_time

station\_times = [ [5, 9, 3],

[6, 8, 4],

[7, 6, 5]

]

transfer\_times = [ [0, 2, 3],

[2, 0, 4],

[3, 4, 0]

]

dependencies = [(0, 1), (1, 2)] # (from station, to station) dependencies result = min\_production\_time(station\_times, transfer\_times, dependencies) print(f"The minimum production time is: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Write a c program to find the minimum path distance by using matrix form. Test Cases:**

**1)**

**{0,10,15,20}**

**{10,0,35,25}**

**{15,35,0,30}**

**{20,25,30,0}**

**Output: 80**

## CODE:

def tsp(graph, mask, pos, dp):

# If all cities have been visited

if mask == (1 << len(graph)) - 1: return graph[pos][0]

if dp[pos][mask] != -1: return dp[pos][mask]

ans = float('inf')

for city in range(len(graph)):

if (mask & (1 << city)) == 0:

newAns = graph[pos][city] + tsp(graph, mask | (1 << city), city, dp) ans = min(ans, newAns) #

dp[pos][mask] = ans return ans

def find\_minimum\_path\_distance(graph): n = len(graph)

dp = [[-1] \* (1 << n) for \_ in range(n)] # DP table result = tsp(graph, 1, 0, dp)

return result

if name == " main ": graph = [

[0, 10, 15, 20],

[10, 0, 35, 25],

[15, 35, 0, 30],

[20, 25, 30, 0]

]

minimum\_distance = find\_minimum\_path\_distance(graph) print(f"Minimum path distance: {minimum\_distance}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Assume you are solving the Traveling Salesperson Problem for 4 cities (A, B, C, D) with known distances between each pair of cities. Now, you need to add a fifth city (E) to the problem.**

**Test Cases**

1. **Symmetric Distances**
   * **Description: All distances are symmetric (distance from A to B is the same as B to A).**

**Distances:**

## A-B: 10, A-C: 15, A-D: 20, A-E: 25 B-C: 35, B-D: 25, B-E: 30 C-D: 30, C-E: 20 D-E: 15

**Expected Output: The shortest route and its total distance. For example, A -> B -> D -> E**

**-> C -> A might be the shortest route depending on the given distances.**

## CODE:

def tsp(graph, mask, pos, dp):

if mask == (1 << len(graph)) - 1: return graph[pos][0], [0]

if dp[pos][mask] != (float('inf'), []): return dp[pos][mask]

ans = float('inf') path = []

for city in range(len(graph)):

if (mask & (1 << city)) == 0:

newAns, sub\_path = tsp(graph, mask | (1 << city), city, dp) newAns += graph[pos][city]

if newAns < ans:

ans = newAns

path = [city] + sub\_path

dp[pos][mask] = (ans, path) # Store the result with the path return dp[pos][mask]

def find\_shortest\_route(graph): n = len(graph)

dp = [[(float('inf'), []) for \_ in range(1 << n)] for \_ in range(n)] # DP table min\_distance, route = tsp(graph, 1, 0, dp)

return min\_distance, route

if name == " main ":

graph = [

[0, 10, 15, 20, 25],

[10, 0, 35, 25, 30],

[15, 35, 0, 30, 20],

[20, 25, 30, 0, 15],

[25, 30, 20, 15, 0]

]

min\_distance, route = find\_shortest\_route(graph) city\_names = ['A', 'B', 'C', 'D', 'E']

route\_names = [city\_names[i] for i in route] + [city\_names[0]] # Return to starting city print(f"The shortest route is: {' -> '.join(route\_names)}")

print(f"Total distance: {min\_distance}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a string s, return the longest palindromic substring in S. Example 1:**

**Input: s = "babad"**

**Output: "bab" Explanation: "aba" is also a valid answer.**

## CODE:

def longest\_palindrome(s: str) -> str: if not s or len(s) < 1:

return "" start, end = 0, 0

for i in range(len(s)):

len1 = expand\_around\_center(s, i, i) len2 = expand\_around\_center(s, i, i + 1) max\_len = max(len1, len2)

if max\_len > end - start:

start = i - (max\_len - 1) // 2 end = i + max\_len // 2

return s[start:end + 1]

def expand\_around\_center(s: str, left: int, right: int) -> int: while left >= 0 and right < len(s) and s[left] == s[right]:

left -= 1

right += 1

return right - left - 1

if name == " main ": s = "babad"

result = longest\_palindrome(s)

print(f"Longest palindromic substring: '{result}'")

## OUTPUT:
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1. **Given a string s, find the length of the longest substring without repeating characters. Example 1: Input: s = "abcabcbb" Output: 3**

**Explanation: The answer is "abc", with the length of 3.**

## CODE:

def length\_of\_longest\_substring(s: str) -> int: char\_set = set()

left = 0 # Left pointer for the sliding window max\_length = 0

for right in range(len(s)): while s[right] in char\_set:

char\_set.remove(s[left]) left += 1

char\_set.add(s[right])

# Calculate the maximum length

max\_length = max(max\_length, right - left + 1) return max\_length

if name == " main ": s = "abcabcbb"

result = length\_of\_longest\_substring(s)

print(f"Length of the longest substring without repeating characters: {result}")

## OUTPUT:
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1. **Given a string s and a dictionary of strings wordDict, return true if s can be segmented into a space-separated sequence of one or more dictionary words.**

**Note that the same word in the dictionary may be reused multiple times in the segmentation.**

**Example 1:**

**Input: s = "leetcode", wordDict = ["leet","code"] Output: true**

## CODE:

def word\_break(s: str, wordDict: list) -> bool:

word\_set = set(wordDict) # Convert the wordDict to a set for faster lookup n = len(s)

dp = [False] \* (n + 1) dp[0] = True

for i in range(1, n + 1): for j in range(i):

if dp[j] and s[j:i] in word\_set: dp[i] = True

break # return dp[n]

if name == " main ": s = "leetcode"

wordDict = ["leet", "code"] result = word\_break(s, wordDict)

print(f"Can the string '{s}' be segmented? {result}")

## OUTPUT:
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1. **Given an input string and a dictionary of words, find out if the input string can be segmented into a space-separated sequence of dictionary words.Consider the following dictionary { i,**

**like, sam, sung, samsung, mobile, ice, cream, icecream, man, go, mango} Input: ilike**

**Output: Yes**

**The string can be segmented as "i like". Input: ilikesamsung**

**Output: Yes The string can be segmented as "i like samsung" or "i like sam sung".**

## CODE:

def word\_break(s: str, wordDict: set) -> str: n = len(s)

dp = [False] \* (n + 1) dp[0] = True

segmentation = [""] \* (n + 1) for i in range(1, n + 1):

for j in range(i):

if dp[j] and s[j:i] in wordDict: dp[i] = True

if segmentation[j]:

segmentation[i] = segmentation[j] + " " + s[j:i] else:

segmentation[i] = s[j:i] break

if dp[n]:

return f"Yes, the string can be segmented as: '{segmentation[n]}'" else:

return "No, the string cannot be segmented."

if name == " main ":

wordDict = {"i", "like", "sam", "sung", "samsung", "mobile", "ice", "cream", "icecream", "man", "go", "mango"}

input1 = "ilike"

result1 = word\_break(input1, wordDict) print(f"Input: '{input1}' -> Output: {result1}") input2 = "ilikesamsung"

result2 = word\_break(input2, wordDict) print(f"Input: '{input2}' -> Output: {result2}")

## OUTPUT:
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1. **Given an array of strings words and a width maxWidth, format the text such that each line has exactly maxWidth characters and is fully (left and right) justified. You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly maxWidth characters. Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line does not divide evenly between words, the empty slots on the left will be assigned more**

**spaces than the slots on the right. For the last line of text, it should be left-justified, and no extra space is inserted between words. A word is defined as a character sequence consisting of non-space characters only. Each word's length is guaranteed to be greater than 0 and not exceed maxWidth. The input array words contains at least one word.**

**Example 1:**

**Input: words = ["This", "is", "an", "example", "of", "text", "justification."], maxWidth = 16**

**Output:**

**[ "This is an", "example of text", "justification. "**

**]**

## CODE:

def full\_justify(words, maxWidth): result = []

current\_line = [] current\_length = 0 for word in words:

if current\_length + len(word) + len(current\_line) > maxWidth: # Justify the current line

for i in range(maxWidth - current\_length): current\_line[i % (len(current\_line) - 1 or 1)] += ' '

result.append(''.join(current\_line)) current\_line = []

current\_length = 0 current\_line.append(word)

current\_length += len(word)

result.append(' '.join(current\_line).ljust(maxWidth)) return result

if name == " main ":

words = ["This", "is", "an", "example", "of", "text", "justification."] maxWidth = 16

justified\_text = full\_justify(words, maxWidth) for line in justified\_text:

print(f'"{line}"')

## OUTPUT:

![](data:image/png;base64,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)

1. **Design a special dictionary that searches the words in it by a prefix and a suffix. Implement the WordFilter class: WordFilter(string[] words) Initializes the object with the words in the dictionary.f(string pref, string suff) Returns the index of the word in the dictionary, which**

**has the prefix pref and the suffix suff. If there is more than one valid index, return the largest of them. If there is no such word in the dictionary, return -1.**

**Example 1:**

**Input ["WordFilter", "f"]**

**[[["apple"]], ["a", "e"]]**

**Output [null, 0]**

## CODE:

class WordFilter:

def init (self, words): self.words = words self.prefix\_map = {}

for index, word in enumerate(words):

for i in range(len(word) + 1): # Include all prefixes prefix = word[:i]

if prefix not in self.prefix\_map: self.prefix\_map[prefix] = []

self.prefix\_map[prefix].append(index) def f(self, pref, suff):

suffix = suff[::-1]

if pref not in self.prefix\_map: return -1

indices = self.prefix\_map[pref] for index in reversed(indices):

if self.words[index].endswith(suff): return index

return -1

if name == " main ":

# Initialize WordFilter with a list of words word\_filter = WordFilter(["apple"])

print(word\_filter.f("a", "e"))

## OUTPUT:

![](data:image/png;base64,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)

# DAY-8

1. **Implement Floyd's Algorithm to find the shortest path between all pairs of cities. Display the distance matrix before and after applying the algorithm. Identify and print the shortest path**

**Input: n = 4, edges = [[0,1,3],[1,2,1],[1,3,4],[2,3,1]], distanceThreshold = 4 Output: 3**

**The neighboring cities at a distanceThreshold = 4 for each city are: City 0 -> [City 1, City 2]**

**City 1 -> [City 0, City 2, City 3]**

**City 2 -> [City 0, City 1, City 3]**

**City 3 -> [City 1, City 2]**

**Cities 0 and 3 have 2 neighboring cities at a distanceThreshold = 4, but we have to return city 3 since it has the greatest number.**

## CODE:

import sys

def floyd\_warshall(n, edges, distanceThreshold): # Initialize the distance matrix

dist = [[sys.maxsize] \* n for \_ in range(n)] for i in range(n):

dist[i][i] = 0 for edge in edges:

u, v, w = edge dist[u][v] = w

dist[v][u] = w # Since the graph is undirected print("Distance matrix before applying Floyd's algorithm:") print\_matrix(dist)x

for k in range(n): for i in range(n):

for j in range(n):

if dist[i][k] != sys.maxsize and dist[k][j] != sys.maxsize: dist[i][j] = min(dist[i][j], dist[i][k] + dist[k][j])

print("\nDistance matrix after applying Floyd's algorithm:") print\_matrix(dist)

neighboring\_cities = [] for i in range(n):

count = 0

for j in range(n):

if dist[i][j] <= distanceThreshold and i != j: count += 1

neighboring\_cities.append((i, count))

city\_with\_max\_neighbors = max(neighboring\_cities, key=lambda x: (x[1], -x[0]))[0] print("\nCity with the most neighbors within distance threshold =", distanceThreshold, ":",

city\_with\_max\_neighbors)

return city\_with\_max\_neighbors def print\_matrix(matrix):

for row in matrix: print(row)

n = 4

edges = [[0, 1, 3], [1, 2, 1], [1, 3, 4], [2, 3, 1]]

distanceThreshold = 4

result = floyd\_warshall(n, edges, distanceThreshold) print("Output:", result)

## OUTPUT:
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1. **Write a Program to implement Floyd's Algorithm to calculate the shortest paths between all pairs of routers. Simulate a change where the link between Router B and Router D fails. Update the distance matrix accordingly. Display the shortest path from Router A to Router**

**F before and after the link failure. Input as above**

**Output : Router A to Router F = 5**

## CODE:

import sys

def floyd\_warshall(n, edges):

# Initialize the distance matrix

dist = [[sys.maxsize] \* n for \_ in range(n)] for i in range(n):

dist[i][i] = 0

for edge in edges:

u, v, w = edge dist[u][v] = w

dist[v][u] = w

print("Distance matrix before applying Floyd's algorithm:") print\_matrix(dist)

for k in range(n): for i in range(n):

for j in range(n):

if dist[i][k] != sys.maxsize and dist[k][j] != sys.maxsize: dist[i][j] = min(dist[i][j], dist[i][k] + dist[k][j])

return dist

def simulate\_link\_failure(dist, routerB, routerD): dist[routerB][routerD] = sys.maxsize dist[routerD][routerB] = sys.maxsize

print("\nSimulated link failure between Router B and Router D.") def print\_matrix(matrix):

for row in matrix: print(row)

def find\_shortest\_path(dist, routerA, routerF): if dist[routerA][routerF] == sys.maxsize:

return "No path available" return dist[routerA][routerF]

n = 6 edges = [

[0, 1, 2],

[0, 2, 4],

[1, 2, 1],

[1, 3, 7],

[2, 4, 3],

[3, 4, 2],

[3, 5, 1

[4, 5, 5]

]routerA = 0

routerF = 5

routerB = 1

routerD = 3

dist = floyd\_warshall(n, edges)

print("\nShortest path from Router A to Router F before link failure:") shortest\_path\_before = find\_shortest\_path(dist, routerA, routerF) print("Router A to Router F =", shortest\_path\_before) simulate\_link\_failure(dist, routerB, routerD)

for k in range(n): for i in range(n):

for j in range(n):

if dist[i][k] != sys.maxsize and dist[k][j] != sys.maxsize: dist[i][j] = min(dist[i][j], dist[i][k] + dist[k][j])

print("\nShortest path from Router A to Router F after link failure:") shortest\_path\_after = find\_shortest\_path(dist, routerA, routerF) print("Router A to Router F =", shortest\_path\_after)

## OUTPUT:
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1. **Implement Floyd's Algorithm to find the shortest path between all pairs of cities. Display the distance matrix before and after applying the algorithm. Identify and print the shortest path**

**Input: n = 5, edges = [[0,1,2],[0,4,8],[1,2,3],[1,4,2],[2,3,1],[3,4,1]], distanceThreshold = 2 Output: 0**

**Explanation: The figure above describes the graph.**

**The neighboring cities at a distanceThreshold = 2 for each city are: City 0 -> [City 1]**

**City 1 -> [City 0, City 4]**

**City 2 -> [City 3, City 4]**

**City 3 -> [City 2, City 4]**

**City 4 -> [City 1, City 2, City 3]**

**The city 0 has 1 neighboring city at a distanceThreshold = 2.**

## CODE:

import sys

def floyd\_warshall(n, edges):

dist = [[sys.maxsize] \* n for \_ in range(n)] for i in range(n):

dist[i][i] = 0

for edge in edges:

u, v, w = edge dist[u][v] = w

dist[v][u] = w # The graph is undirected

print("Distance matrix before applying Floyd's algorithm:") print\_matrix(dist)

for k in range(n): for i in range(n):

for j in range(n):

if dist[i][k] != sys.maxsize and dist[k][j] != sys.maxsize: dist[i][j] = min(dist[i][j], dist[i][k] + dist[k][j])

return dist

def print\_matrix(matrix): for row in matrix:

print(row)

def count\_neighbors(dist, distanceThreshold): neighbors\_count = [0] \* len(dist)

for i in range(len(dist)):

for j in range(len(dist)):

if i != j and dist[i][j] <= distanceThreshold: neighbors\_count[i] += 1

return neighbors\_count

def find\_city\_with\_fewest\_neighbors(neighbors\_count): min\_neighbors = sys.maxsize city\_with\_min\_neighbors = -1

for i, count in enumerate(neighbors\_count): if count < min\_neighbors:

min\_neighbors = count city\_with\_min\_neighbors = i

return city\_with\_min\_neighbors n = 5

edges = [

[0, 1, 2], # City 0 -> City 1

[0, 4, 8], # City 0 -> City 4

[1, 2, 3], # City 1 -> City 2

[1, 4, 2], # City 1 -> City 4

[2, 3, 1], # City 2 -> City 3

[3, 4, 1] # City 3 -> City 4

]

distanceThreshold = 2

dist = floyd\_warshall(n, edges)

print("\nDistance matrix after applying Floyd's algorithm:") print\_matrix(dist)

neighbors\_count = count\_neighbors(dist, distanceThreshold) print("\nNumber of neighboring cities within distance threshold:") for i in range(n):

print(f"City {i} -> {neighbors\_count[i]} neighbors") city\_with\_min\_neighbors = find\_city\_with\_fewest\_neighbors(neighbors\_count)

print(f"\nCity with the fewest neighboring cities within the distance threshold: City

{city\_with\_min\_neighbors}")

## OUTPUT:
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1. **Implement the Optimal Binary Search Tree algorithm for the keys A,B,C,D with frequencies 0.1,0.2,0.4,0.3 Write the code using any programming language to construct the OBST for the given keys and frequencies. Execute your code and display the resulting OBST and its cost. Print the cost and root matrix.**

**Input N =4, Keys = {A,B,C,D} Frequencies = {01.02.,0.3,0.4} Output : 1.7**

**Cost Table**

**0 1 2 3 4**

**1 0 0.1 0.4 1.1 1.7**

**2 0 0.2 0.8 0.4**

**3 0 0.4 1.0**

**4 0 0.3**

**5 0**

**Root table 1 2 3 4**

**1 1 2 3 3**

**2 2 3 3**

**3 3 3**

**4 4**

## CODE:

import sys

def optimal\_bst(keys, freq, n):

# Initialize the cost and root tables

cost = [[0 for \_ in range(n)] for \_ in range(n)] root = [[0 for \_ in range(n)] for \_ in range(n)]

for i in range(n):

cost[i][i] = freq[i]

for L in range(2, n + 1): # L is the chain length for i in range(n - L + 1):

j = i + L - 1

cost[i][j] = sys.maxsize

sum\_freq = sum(freq[i:j+1]) # Sum of frequencies from i to j for r in range(i, j + 1):

# Calculate cost when r is the root

c = (cost[i][r - 1] if r > i else 0) + (cost[r + 1][j] if r < j else 0) + sum\_freq if c < cost[i][j]:

cost[i][j] = c

root[i][j] = r return cost, root

def print\_matrix(matrix, name): print(f"\n{name} Table:")

for row in matrix: print(row)

keys = ['A', 'B', 'C', 'D'] freq = [0.1, 0.2, 0.4, 0.3]

n = len(keys)

cost, root = optimal\_bst(keys, freq, n) print\_matrix(cost, "Cost") print\_matrix(root, "Root")

print(f"\nThe minimum cost of the OBST is: {cost[0][n-1]}")

## OUTPUT:
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1. **Consider a set of keys 10,12,16,21 with frequencies 4,2,6,3 and the respective probabilities. Write a Program to construct an OBST in a programming language of your choice. Execute your code and display the resulting OBST, its cost and root matrix.**

**Input N =4, Keys = {10,12,16,21} Frequencies = {4,2,6,3}**

**Output : 26**

**0 1 2 3**

**0 4 80 202 262**

**1 2 102 162**

**2 6 12**

**3 3**

* 1. **Test cases**

**Input: keys[] = {10, 12}, freq[] = {34, 50}**

**Output = 118**

* 1. **Input: keys[] = {10, 12, 20}, freq[] = {34, 8, 50}**

**Output = 142**

## CODE:

import sys

def optimal\_bst(keys, freq, n):

# Initialize the cost and root tables

cost = [[0 for \_ in range(n)] for \_ in range(n)] root = [[0 for \_ in range(n)] for \_ in range(n)]

for i in range(n):

cost[i][i] = freq[i]

for L in range(2, n + 1): # L is the chain length for i in range(n - L + 1):

j = i + L - 1

cost[i][j] = sys.maxsize

sum\_freq = sum(freq[i:j+1]) # Sum of frequencies from i to j for r in range(i, j + 1):

c = (cost[i][r - 1] if r > i else 0) + (cost[r + 1][j] if r < j else 0) + sum\_freq if c < cost[i][j]:

cost[i][j] = c

root[i][j] = r return cost, root

def print\_matrix(matrix, name): print(f"\n{name} Table:")

for row in matrix:

print(row)

keys = [10, 12, 16, 21]

freq = [4, 2, 6, 3]

n = len(keys)

cost, root = optimal\_bst(keys, freq, n) print\_matrix(cost, "Cost") print\_matrix(root, "Root")

print(f"\nThe minimum cost of the OBST is: {cost[0][n-1]}")

## OUTPUT:
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1. **A game on an undirected graph is played by two players, Mouse and Cat, who alternate turns. The graph is given as follows: graph[a] is a list of all nodes b such that ab is an edge of the graph. The mouse starts at node 1 and goes first, the cat starts at node 2 and goes second, and there is a hole at node 0. During each player's turn, they must travel along one edge of the graph that meets where they are. For example, if the Mouse is at node 1, it must travel to any node in graph[1]. Additionally, it is not allowed for the Cat to travel to the Hole (node 0).Then, the game can end in three ways:**

**If ever the Cat occupies the same node as the Mouse, the Cat wins. If ever the Mouse reaches the Hole, the Mouse wins.**

**If ever a position is repeated (i.e., the players are in the same position as a previous turn, and it is the same player's turn to move), the game is a draw.**

**Given a graph, and assuming both players play optimally, return**

1. **if the mouse wins the game,**
2. **if the cat wins the game, or 0 if the game is a draw.**

**Example 1:**

**Input: graph = [[2,5],[3],[0,4,5],[1,4,5],[2,3],[0,2,3]]**

**Output: 0**

## CODE:

from collections import deque def catMouseGame(graph):

n = len(graph)

dp = [[[0] \* 2 for \_ in range(n)] for \_ in range(n)] queue = deque()

for cat in range(1, n):

dp[0][cat][0] = 1 # Mouse's turn, Mouse wins dp[0][cat][1] = 1 # Cat's turn, Mouse wins queue.append((0, cat, 0))

queue.append((0, cat, 1)) for mouse in range(1, n):

dp[mouse][mouse][0] = 2 # Mouse's turn, Cat wins dp[mouse][mouse][1] = 2 # Cat's turn, Cat wins queue.append((mouse, mouse, 0))

queue.append((mouse, mouse, 1)) while queue:

mouse, cat, turn = queue.popleft() result = dp[mouse][cat][turn]

if turn == 0:

for prev\_cat in graph[cat]:

else:

if prev\_cat == 0: continue

if dp[mouse][prev\_cat][1] == 0: if result == 2

dp[mouse][prev\_cat][1] = 2

queue.append((mouse, prev\_cat, 1))

elif all(dp[mouse][next\_cat][0] == 1 for next\_cat in graph[mouse]): # If every possible move for the Cat leads to Mouse winning dp[mouse][prev\_cat][1] = 1

queue.append((mouse, prev\_cat, 1))

for prev\_mouse in graph[mouse]: if dp[prev\_mouse][cat][0] == 0:

# If the game hasn't been decided yet for this state if result == 1: # Mouse wins this state

dp[prev\_mouse][cat][0] = 1

queue.append((prev\_mouse, cat, 0))

elif all(dp[next\_mouse][cat][1] == 2 for next\_mouse in graph[prev\_mouse]): dp[prev\_mouse][cat][0] = 2

queue.append((prev\_mouse, cat, 0)) return dp[1][2][0]

graph = [[2, 5], [3], [0, 4, 5], [1, 4, 5], [2, 3], [0, 2, 3]]

result = catMouseGame(graph) print(result)

OUTPUT: ![](data:image/png;base64,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)

1. **You are given an undirected weighted graph of n nodes (0-indexed), represented by an edge list where edges[i] = [a, b] is an undirected edge connecting the nodes a and b with a probability of success of traversing that edge succProb[i]. Given two nodes start and end, find the path with the maximum probability of success to go from start to end and return its success probability. If there is no path from start to end, return 0. Your answer will be accepted if it differs from the correct answer by at most 1e-5.**

**Example 1:**

**Input: n = 3, edges = [[0,1],[1,2],[0,2]], succProb = [0.5,0.5,0.2], start = 0, end = 2**

**Output: 0.25000**

## CODE:

import heapq

def maxProbability(n, edges, succProb, start, end): graph = [[] for \_ in range(n)]

for (a, b), prob in zip(edges, succProb): graph[a].append((b, prob))

graph[b].append((a, prob)) max\_prob = [0.0] \* n

max\_prob[start] = 1.0 # Start node has probability 1 to itself

pq = [(-1.0, start)] # We use -1.0 because heapq is a min-heap, and we want to maximize the probability

while pq:

current\_prob, node = heapq.heappop(pq)

current\_prob = -current\_prob # Convert back to positive if node == end:

return current\_prob

for neighbor, edge\_prob in graph[node]: new\_prob = current\_prob \* edge\_prob

if new\_prob > max\_prob[neighbor]: max\_prob[neighbor] = new\_prob heapq.heappush(pq, (-new\_prob, neighbor))

return 0.0

n = 3

edges = [[0, 1], [1, 2], [0, 2]]

succProb = [0.5, 0.5, 0.2]

start = 0

end = 2

result = maxProbability(n, edges, succProb, start, end) print(f"Output: {result:.5f}")

OUTPUT: ![](data:image/png;base64,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)

1. **grid[0][0]). The robot tries to move to the bottom-right corner (i.e., grid[m - 1][n - 1]). The robot can only move either down or right at any point in time. Given the two integers m**

**and n, return the number of possible unique paths that the robot can take to reach the bottom-right corner. The test cases are generated so that the answer will be less than or equal to 2 \* 10 9.**

**Example 1:**

## START FINISH

**Input: m = 3, n = 7 Output: 28**

## CODE:

def uniquePaths(m, n):

dp = [[1] \* n for \_ in range(m)] for i in range(1, m):

for j in range(1, n):

dp[i][j] = dp[i-1][j] + dp[i][j-1] return dp[m-1][n-1]

m = 3

n = 7

result = uniquePaths(m, n) print(f"Output: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Given an array of integers nums, return the number of good pairs. A pair (i, j) is called good if nums[i] == nums[j] and i < j.**

**Example 1:**

**Input: nums = [1,2,3,1,1,3] Output: 4**

## CODE:

def numIdenticalPairs(nums): freq = {}

good\_pairs = 0

for num in nums:

if num in freq:

good\_pairs += freq[num] freq[num] += 1

else:

freq[num] = 1 return good\_pairs

nums = [1, 2, 3, 1, 1, 3]

result = numIdenticalPairs(nums) print(f"Output: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **There are n cities numbered from 0 to n-1. Given the array edges where edges[i] = [fromi, toi, weighti] represents a bidirectional and weighted edge between cities fromi and toi, and given the integer distanceThreshold. Return the city with the smallest number of cities that are reachable through some path and whose distance is at most distanceThreshold, If there are multiple such cities, return the city with the greatest number. Notice that the distance of a path connecting cities i and j is equal to the sum of the edges' weights along that path. Example 1:**

**Input: n = 4, edges = [[0,1,3],[1,2,1],[1,3,4],[2,3,1]], distanceThreshold = 4 Output: 3**

## CODE:

import heapq

def findTheCity(n, edges, distanceThreshold): graph = [[] for \_ in range(n)]

for u, v, w in edges: graph[u].append((v, w))

graph[v].append((u, w))

def dijkstra(start):

distances = [float('inf')] \* n distances[start] = 0

min\_heap = [(0, start)] # (distance, node)

while min\_heap:

current\_distance, current\_node = heapq.heappop(min\_heap) if current\_distance > distances[current\_node]:

continue

for neighbor, weight in graph[current\_node]: distance = current\_distance + weight

if distance < distances[neighbor]: distances[neighbor] = distance

heapq.heappush(min\_heap, (distance, neighbor)) return distances

min\_reachable\_count = float('inf')

city\_with\_min\_reachable = -1 for city in range(n):

distances = dijkstra(city)

reachable\_count = sum(1 for dist in distances if dist <= distanceThreshold) if (reachable\_count < min\_reachable\_count) or (

reachable\_count == min\_reachable\_count and city > city\_with\_min\_reachable): min\_reachable\_count = reachable\_count

city\_with\_min\_reachable = city return city\_with\_min\_reachable

n = 4

edges = [[0, 1, 3], [1, 2, 1], [1, 3, 4], [2, 3, 1]]

distanceThreshold = 4

result = findTheCity(n, edges, distanceThreshold) print(f"Output: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **You are given a network of n nodes, labeled from 1 to n. You are also given times, a list of travel times as directed edges times[i] = (ui, vi, wi), where ui is the source node, vi is the target node, and wi is the time it takes for a signal to travel from source to target. We will send a signal from a given node k. Return the minimum time it takes for all the n nodes to receive the signal. If it is impossible for all the n nodes to receive the signal, return -1. Example 1:**

**Input: times = [[2,1,1],[2,3,1],[3,4,1]], n = 4, k**

**Output: 2**

## CODE:

import heapq

def networkDelayTime(times, n, k):

# Step 1: Create the graph as an adjacency list graph = [[] for \_ in range(n + 1)]

for u, v, w in times:

graph[u].append((v, w)) # u -> (v, w) distances = [float('inf')] \* (n + 1) distances[k] = 0

min\_heap = [(0, k)] # (time, node) while min\_heap:

current\_time, current\_node = heapq.heappop(min\_heap) if current\_time > distances[current\_node]:

continue

for neighbor, travel\_time in graph[current\_node]: new\_time = current\_time + travel\_time

if new\_time < distances[neighbor]: distances[neighbor] = new\_time heapq.heappush(min\_heap, (new\_time, neighbor))

max\_time = max(distances[1:]) # Ignore index 0 as nodes are 1-indexed return max\_time if max\_time != float('inf') else -1

times = [[2, 1, 1], [2, 3, 1], [3, 4, 1]]

n = 4

k = 2

result = networkDelayTime(times, n, k) print(f"Output: {result}")

## OUTPUT:

![](data:image/png;base64,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)

# DAY 9

1. **There are 3n piles of coins of varying size, you and your friends will take piles of coins as follows: In each step, you will choose any 3 piles of coins (not necessarily consecutive). Of your choice, Alice will pick the pile with the maximum number of coins. You will pick the next pile with the maximum number of coins. Your friend Bob will pick the last pile. Repeat until there are no more piles of coins. Given an array of integers piles where piles[i] is the number of coins in the ith pile. Return the maximum number of coins that you can have. Example 1:**

**Input: piles = [2,4,1,2,7,8] Output: 9**

## CODE:

def maxCoins(piles): piles.sort(reverse=True)

max\_coins = 0

for i in range(1, len(piles) \* 2 // 3, 2): max\_coins += piles[i]

return max\_coins piles = [2, 4, 1, 2, 7, 8]

print(maxCoins(piles))

## OUTPUT:

![](data:image/png;base64,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)

1. **You are given a 0-indexed integer array coins, representing the values of the coins available, and an integer target. An integer x is obtainable if there exists a subsequence of coins that sums to x. Return the minimum number of coins of any value that need to be added to the array so that every integer in the range [1, target] is obtainable. A subsequence of an array is a new non-empty array that is formed from the original array by deleting some (possibly none) of the elements without disturbing the relative positions of the remaining elements. Example 1:**

**Input: coins = [1,4,10], target = 19 Output: 2**

## CODE:

def min\_coins\_to\_reach\_target(coins, target): coins.sort()

current\_max = 0

count\_added = 0

i = 0

while current\_max < target:

if i < len(coins) and coins[i] <= current\_max + 1: current\_max += coins[i]

i += 1

else:

current\_max += (current\_max + 1) count\_added += 1

return count\_added coins = [1, 4, 10]

target = 19

result = min\_coins\_to\_reach\_target(coins, target) print(f"Output: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **You are given an integer array jobs, where jobs[i] is the amount of time it takes to complete the ith job. There are k workers that you can assign jobs to. Each job should be assigned to exactly one worker. The working time of a worker is the sum of the time it takes to complete all jobs assigned to them. Your goal is to devise an optimal assignment such that the maximum working time of any worker is minimized. Return the minimum possible maximum working time of any assignment.**

**Example 1:**

**Input: jobs = [3,2,3], k = 3 Output: 3**

## CODE:

def canAssign(jobs, k, limit):

# Array to store the workload of each worker workloads = [0] \* k

def backtrack(i):

if i == len(jobs): return True

for j in range(k):

if workloads[j] + jobs[i] <= limit: workloads[j] += jobs[i]

if backtrack(i + 1): return True

workloads[j] -= jobs[i] if workloads[j] == 0:

break return False

return backtrack(0)

def minMaxWorkingTime(jobs, k): jobs.sort(reverse=True)

left, right = max(jobs), sum(jobs) while left < right:

mid = (left + right) // 2

if canAssign(jobs, k, mid):

right = mid # Try for a smaller possible time else:

left = mid + 1 # Increase the working time limit return left

jobs = [3, 2, 3]

k = 3

result = minMaxWorkingTime(jobs, k)

print(f"The minimum possible maximum working time is: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **We have n jobs, where every job is scheduled to be done from startTime[i] to endTime[i], obtaining a profit of profit[i]. You're given the startTime, endTime and profit arrays, return the maximum profit you can take such that there are no two jobs in the subset with overlapping time range. If you choose a job that ends at time X you will be able to start another job that starts at time X.**

**Example 1:**

**Input: startTime = [1,2,3,3], endTime = [3,4,5,6], profit = [50,10,40,70] Output: 120**

**Explanation: The subset chosen is the first and fourth job.**

## CODE:

from bisect import bisect\_right

def jobScheduling(startTime, endTime, profit):

# Combine start time, end time, and profit into a single list of jobs jobs = sorted(zip(startTime, endTime, profit), key=lambda x: x[1]) dp = [0] \* len(jobs)

start = [job[0] for job in jobs] end = [job[1] for job in jobs] profit = [job[2] for job in jobs] dp[0] = profit[0]

for i in range(1, len(jobs)):

last\_non\_conflicting = bisect\_right(end, start[i]) - 1 include\_profit = profit[i]

if last\_non\_conflicting != -1:

include\_profit += dp[last\_non\_conflicting] dp[i] = max(dp[i-1], include\_profit)

return dp[-1] startTime = [1, 2, 3, 3]

endTime = [3, 4, 5, 6]

profit = [50, 10, 40, 70]

result = jobScheduling(startTime, endTime, profit) print(f"The maximum profit is: {result}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a graph represented by an adjacency matrix, implement Dijkstra's Algorithm to find the shortest path from a given source vertex to all other vertices in the graph. The graph is represented as an adjacency matrix where graph[i][j] denote the weight of the edge from vertex i to vertex j. If there is no edge between vertices i and j, the value is Infinity (or a very large number).**

**Test Case 1:**

**Input:**

**n = 5**

**graph = [[0, 10, 3, Infinity, Infinity], [Infinity, 0, 1, 2, Infinity], [Infinity, 4, 0, 8, 2],**

**[Infinity, Infinity, Infinity, 0, 7], [Infinity, Infinity, Infinity, 9, 0]]**

**source = 0**

**Output: [0, 7, 3, 9, 5]**

## CODE:

import heapq

def dijkstra(graph, source): n = len(graph)

dist = [float('inf')] \* n dist[source] = 0

pq = [(0, source)] while pq:

current\_dist, u = heapq.heappop(pq) if current\_dist > dist[u]:

continue

for v in range(n):

if graph[u][v] != float('inf'): # If there is an edge from u to v distance = current\_dist + graph[u][v]

if distance < dist[v]: dist[v] = distance

heapq.heappush(pq, (distance, v)) # Push the new distance to the queue return dist

n = 5 graph = [

[0, 10, 3, float('inf'), float('inf')],

[float('inf'), 0, 1, 2, float('inf')],

[float('inf'), 4, 0, 8, 2],

[float('inf'), float('inf'), float('inf'), 0, 7],

[float('inf'), float('inf'), float('inf'), 9, 0]

]

source = 0

shortest\_paths = dijkstra(graph, source)

print(f"The shortest distances from vertex {source} are: {shortest\_paths}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a graph represented by an edge list, implement Dijkstra's Algorithm to find the shortest path from a given source vertex to a target vertex. The graph is represented as a list of edges where each edge is a tuple (u, v, w) representing an edge from vertex u to vertex v with weight w.**

**Test Case 1:**

**Input:**

**n = 6**

**edges = [(0, 1, 7), (0, 2, 9), (0, 5, 14), (1, 2, 10), (1, 3, 15),**

**(2, 3, 11), (2, 5, 2), (3, 4, 6), (4, 5, 9) ]**

**source = 0**

**target = 4**

**Output: 20**

## CODE:

import heapq

def dijkstra(n, edges, source, target): graph = {i: [] for i in range(n)} for u, v, w in edges:

graph[u].append((v, w))

graph[v].append((u, w)) # Since the graph is undirected dist = [float('inf')] \* n

dist[source] = 0

pq = [(0, source)] # Priority queue stores (distance, vertex) while pq:

current\_dist, u = heapq.heappop(pq) # Get the vertex with smallest distance if u == target:

return current\_dist # Return distance when the target is reached if current\_dist > dist[u]:

continue # If we have already found a shorter path, skip for v, weight in graph[u]:

distance = current\_dist + weight if distance < dist[v]:

dist[v] = distance

heapq.heappush(pq, (distance, v)) # Push the new distance to the queue return float('inf')

n = 6 edges = [

(0, 1, 7), (0, 2, 9), (0, 5, 14),

(1, 2, 10), (1, 3, 15),

(2, 3, 11), (2, 5, 2),

(3, 4, 6),

(4, 5, 9)

]

source = 0

target = 4

shortest\_path = dijkstra(n, edges, source, target)

print(f"The shortest path from vertex {source} to vertex {target} is: {shortest\_path}")

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a set of characters and their corresponding frequencies, construct the Huffman Tree and generate the Huffman Codes for each character.**

**Test Case 1:**

**Input:**

**n = 4**

**characters = ['a', 'b', 'c', 'd'] frequencies = [5, 9, 12, 13]**

**Output: [('a', '110'), ('b', '10'), ('c', '0'), ('d', '111')]**

## CODE:

import heapq

class HuffmanNode:

def init (self, char=None, freq=0): self.char = char

self.freq = freq self.left = None self.right = None

def lt (self, other):

return self.freq < other.freq

def build\_huffman\_tree(characters, frequencies): heap = []

for i in range(len(characters)):

node = HuffmanNode(characters[i], frequencies[i]) heapq.heappush(heap, node)

while len(heap) > 1:

left = heapq.heappop(heap) right = heapq.heappop(heap)

merged = HuffmanNode(None, left.freq + right.freq) merged.left = left

merged.right = right heapq.heappush(heap, merged)

return heap[0]

def generate\_huffman\_codes(root): codes = {}

def \_generate\_codes(node, current\_code):

if not node: return

if node.char is not None: codes[node.char] = current\_code

\_generate\_codes(node.left, current\_code + '0')

\_generate\_codes(node.right, current\_code + '1')

\_generate\_codes(root, "") return codes

def huffman\_encoding(characters, frequencies): # Step 1: Build Huffman Tree

huffman\_tree\_root = build\_huffman\_tree(characters, frequencies) huffman\_codes = generate\_huffman\_codes(huffman\_tree\_root)

return huffman\_codes n = 4

characters = ['a', 'b', 'c', 'd'] frequencies = [5, 9, 12, 13]

huffman\_codes = huffman\_encoding(characters, frequencies) output = [(char, code) for char, code in huffman\_codes.items()] print(output)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a Huffman Tree and a Huffman encoded string, decode the string to get the original message.**

**Test Case 1:**

**Input:**

**n = 4**

**characters = ['a', 'b', 'c', 'd'] frequencies = [5, 9, 12, 13]**

**encoded\_string = '1101100111110' Output: "abacd"**

## CODE:

import heapq

class HuffmanNode:

def init (self, char=None, freq=0): self.char = char

self.freq = freq self.left = None self.right = None

def lt (self, other):

return self.freq < other.freq

def build\_huffman\_tree(characters, frequencies): heap = []

for i in range(len(characters)):

node = HuffmanNode(characters[i], frequencies[i]) heapq.heappush(heap, node)

while len(heap) > 1:

left = heapq.heappop(heap) right = heapq.heappop(heap)

merged = HuffmanNode(None, left.freq + right.freq) merged.left = left

merged.right = right heapq.heappush(heap, merged)

return heap[0] # Return the root of the Huffman Tree def decode\_huffman(root, encoded\_string):

decoded\_message = []

current\_node = root

for bit in encoded\_string: if bit == '0':

current\_node = current\_node.left else:

current\_node = current\_node.right if current\_node.char is not None:

decoded\_message.append(current\_node.char)

current\_node = root # Go back to the root for the next set of bits return ''.join(decoded\_message)

def huffman\_decoding(characters, frequencies, encoded\_string): huffman\_tree\_root = build\_huffman\_tree(characters, frequencies) decoded\_message = decode\_huffman(huffman\_tree\_root, encoded\_string)

return decoded\_message n = 4

characters = ['a', 'b', 'c', 'd'] frequencies = [5, 9, 12, 13]

encoded\_string = '1101100111110'

decoded\_message = huffman\_decoding(characters, frequencies, encoded\_string) print(decoded\_message)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a list of item weights and the maximum capacity of a container, determine the maximum weight that can be loaded into the container using a greedy approach. The greedy approach should prioritize loading heavier items first until the container reaches its capacity.**

**Test Case 1:**

**Input:**

**n = 5**

**weights = [10, 20, 30, 40, 50]**

**max\_capacity = 60**

**Output: 50**

## CODE:

def max\_weight(weights, max\_capacity): weights.sort(reverse=True) total\_weight = 0

for weight in weights:

if total\_weight + weight <= max\_capacity: total\_weight += weight

else:

break

return total\_weight n = 5

weights = [10, 20, 30, 40, 50]

max\_capacity = 60

result = max\_weight(weights, max\_capacity) print(result)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a list of item weights and a maximum capacity for each container, determine the minimum number of containers required to load all items using a greedy approach. The greedy approach should prioritize loading items into the current container until it is full before moving to the next container.**

**Test Case 1:**

**Input:**

**n = 7**

**weights = [5, 10, 15, 20, 25, 30, 35]**

**max\_capacity = 50**

**Output: 4**

## CODE:

def min\_containers(weights, max\_capacity) weights.sort()

container\_count = 0

current\_capacity = 0 for weight in weights:

if current\_capacity + weight > max\_capacity: container\_count += 1

current\_capacity = weight else:

current\_capacity += weight if current\_capacity > 0:

container\_count += 1 return container\_count

n = 7

weights = [5, 10, 15, 20, 25, 30, 35]

max\_capacity = 50

result = min\_containers(weights, max\_capacity print(result)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a graph represented by an edge list, implement Kruskal's Algorithm to find the Minimum Spanning Tree (MST) and its total weight.**

**Test Case 1:**

**Input:**

**n = 4**

**m = 5**

**edges = [ (0, 1, 10), (0, 2, 6), (0, 3, 5), (1, 3, 15), (2, 3, 4) ]**

**Output:**

**Edges in MST: [(2, 3, 4), (0, 3, 5), (0, 1, 10)]**

**Total weight of MST: 19**

## CODE:

class UnionFind:

def init (self, n): self.parent = list(range(n)) self.rank = [0] \* n

def find(self, u):

if self.parent[u] != u:

self.parent[u] = self.find(self.parent[u]) # Path compression return self.parent[u]

def union(self, u, v): root\_u = self.find(u) root\_v = self.find(v) if root\_u != root\_v:

# Union by rank

if self.rank[root\_u] > self.rank[root\_v]: self.parent[root\_v] = root\_u

elif self.rank[root\_u] < self.rank[root\_v]: self.parent[root\_u] = root\_v

else:

self.parent[root\_v] = root\_u self.rank[root\_u] += 1

return True return False

def kruskal(n, edges):

edges.sort(key=lambda x: x[2]) # Sort by the third element (weight)

uf = UnionFind(n) mst\_edges = [] total\_weight = 0

for u, v, weight in edges:

if uf.union(u, v): # If u and v are not already connected mst\_edges.append((u, v, weight))

total\_weight += weight return mst\_edges, total\_weight

n = 4

m = 5

edges = [(0, 1, 10), (0, 2, 6), (0, 3, 5), (1, 3, 15), (2, 3, 4)]

mst\_edges, total\_weight = kruskal(n, edges) print("Edges in MST:", mst\_edges) print("Total weight of MST:", total\_weight)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given a graph with weights and a potential Minimum Spanning Tree (MST), verify if the given MST is unique. If it is not unique, provide another possible MST.**

**Test Case 1:**

**Input:**

**n = 4**

**m = 5**

**edges = [ (0, 1, 10), (0, 2, 6), (0, 3, 5), (1, 3, 15), (2, 3, 4) ]**

**given\_mst = [(2, 3, 4), (0, 3, 5), (0, 1, 10)]**

**Output: Is the given MST unique? True**

## CODE:

class UnionFind:

def init (self, n): self.parent = list(range(n)) self.rank = [0] \* n

def find(self, u):

if self.parent[u] != u:

self.parent[u] = self.find(self.parent[u]) # Path compression return self.parent[u]

def union(self, u, v): root\_u = self.find(u) root\_v = self.find(v) if root\_u != root\_v:

if self.rank[root\_u] > self.rank[root\_v]: self.parent[root\_v] = root\_u

elif self.rank[root\_u] < self.rank[root\_v]: self.parent[root\_u] = root\_v

else:

self.parent[root\_v] = root\_u self.rank[root\_u] += 1

return True return False

def verify\_mst(n, edges, given\_mst): uf = UnionFind(n)

given\_mst\_weight = sum(weight for u, v, weight in given\_mst)

for u, v, weight in given\_mst: uf.union(u, v)

edges.sort(key=lambda x: x[2]) mst\_edges = []

total\_weight = 0

edge\_count = 0

for u, v, weight in edges: if uf.union(u, v):

mst\_edges.append((u, v, weight)) total\_weight += weight edge\_count += 1

if edge\_count == n - 1: break

if total\_weight != given\_mst\_weight: return False, []

alternative\_mst = [] uf2 = UnionFind(n)

for u, v, weight in edges: if uf2.union(u, v):

alternative\_mst.append((u, v, weight)) if alternative\_mst != given\_mst:

return False, alternative\_mst return True, []

n = 4

m = 5

edges = [(0, 1, 10), (0, 2, 6), (0, 3, 5), (1, 3, 15), (2, 3, 4)]

given\_mst = [(2, 3, 4), (0, 3, 5), (0, 1, 10)]

is\_unique, alternative\_mst = verify\_mst(n, edges, given\_mst) print("Is the given MST unique?", is\_unique)

if not is\_unique:

print("Another possible MST:", alternative\_mst)

## OUTPUT:

![](data:image/png;base64,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)

# DAY-10

1. **Discuss the importance of visualizing the solutions of the N-Queens Problem to understand the placement of queens better. Use a graphical representation to show how queens are placed on the board for different values of N. Explain how visual tools can help in debugging the algorithm and gaining insights into the problem's complexity. Provide examples of visual representations for N = 4, N = 5, and N = 8, showing different valid solutions.**
   1. **Visualization for 4-Queens:**

**Input: N = 4 Output:**

**Explanation: Each 'Q' represents a queen, and '.' represents an empty space.**

## CODE:

def print\_board(board): for row in board:

print(" ".join(row)) print()

def solve\_n\_queens(n):

board = [["." for \_ in range(n)] for \_ in range(n)] results = []

solve(board, 0, results) return results

def solve(board, col, results): if col >= len(board):

results.append(["".join(row) for row in board]) return

for i in range(len(board)): if is\_safe(board, i, col):

board[i][col] = 'Q' solve(board, col + 1, results) board[i][col] = '.'

def is\_safe(board, row, col):

# Check for another queen in the same row to the left for i in range(col):

if board[row][i] == 'Q': return False

# Check the upper diagonal to the left

for i, j in zip(range(row, -1, -1), range(col, -1, -1)): if board[i][j] == 'Q':

return False

# Check the lower diagonal to the left

for i, j in zip(range(row, len(board)), range(col, -1, -1)): if board[i][j] == 'Q':

return False return True

# Example usage:

n = 4

solutions = solve\_n\_queens(n) for sol in solutions:

print\_board(sol)

## OUTPUT:

![](data:image/png;base64,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)

1. **Discuss the generalization of the N-Queens Problem to other board sizes and shapes, such as rectangular boards or boards with obstacles. Explain how the algorithm can be adapted to handle these variations and the additional constraints they introduce. Provide examples of solving generalized N-Queens Problems for different board configurations, such as an 8×10 board, a 5×5 board with obstacles, and a 6×6 board with restricted positions.**
   1. **8×10 Board:**

**8 rows and 10 columns**

**Output: Possible solution [1, 3, 5, 7, 9, 2, 4, 6]**

## CODE:

def is\_safe(board, row, col, n\_rows, n\_cols): for i in range(row):

if board[i] == col or abs(board[i] - col) == abs(i - row): return False

return True

def solve\_n\_queens(board, row, n\_rows, n\_cols): if row == n\_rows: # All queens are placed

return True

for col in range(n\_cols):

if is\_safe(board, row, col, n\_rows, n\_cols): board[row] = col

if solve\_n\_queens(board, row + 1, n\_rows, n\_cols): return True

board[row] = -1 return False

def n\_queens\_rectangular(n\_rows, n\_cols): board = [-1] \* n\_rows # Initialize board

if solve\_n\_queens(board, 0, n\_rows, n\_cols): return board

else:

return "No solution"

result = n\_queens\_rectangular(8, 10) print(result)

## OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALQAAABiCAYAAAD5qvkAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAotSURBVHhe7Z1/TJRHGse/VAPNhfVqWUO7CMhWQ/2FNMLaBIFKaqLEQ0obPCOG2LOVejZ6YLRpehGr4Q9TyDWXFPzRetzVO6sRlRj0ak8ryp2CRo9eAwRuF0ToNSyex5JLIJq7mXlncVkW2JfdxWV8Psmb95155/01832feeYZeDckds5L/wNBKELImp+tJUETyhCybv1GIei+/oeYET5dZBLEVCVk8ZIkIejZMfNw726ryCSIqcozck0QSkCCJpSCBE0oBQmaUAoSNKEUJGhCKUjQhFKQoAmlIEETSkGCJpSCBE0oBQmaUAoSNKEUJGhCKUjQhFJMwt9Dm2DJWYvMjGQkvhAOx79a0NRQjcrKBnTJEgThLwIr6PTtOLI7FxZTqMxwwdGC4yW7UHK+W2Z4z8vpq2A2OGA9V4dmmRcIJus6hP+YFvmCqZhvzPhpBPr+c19k+oX0j3DmQC4WzZzGxGtD/cXTqPz9RTQ/AGbOjsFMgxGLUl9FZOtJfNshj/GSbb/5E95/Mx7TKtixMi8QTNZ1CP8RIB/ahKKtq2EOAwZsZ/HL1Fxs/qgcx8+dxG8/3oHs1B2obHQAYXHI2X0AqfIov7IgBZlrUvCyTBJPB4FxOV49gPMVKxD1iLkV2Xko6ZT5rkS/hz989TaW/MSB+k8ysPlLZtHvrIXZ0YDS1K2olMWKTzcgJ04rczX9EoqSDXLPY6xnk5G9x3l8C+o7md++QJZ7NIiuv32OX237QnMb8j5D3c5kGNiLlvDGflGEZeLI1e2wGGyoSsyF7fBY15EJIigJjIVebkIUX9uaPYuZ01mO+rZBtmGAcZ6WNR49ne2wttlg/y9PDcLOtnna6jq6NMTD8tIgrA2XUXOtBfaHoYha/h4+r8iTBcbHq+sQQUlgBG3QBoGOf7eL9Wj0DQyI9YznVon1eNR8/Day38pF7Y881YVats3ThYfEbkk3vtm1Ctnv7MIH2/KQsesCuh6xW0pehQ+jZZFx8O46RDASGEH/2A8uVUNUAixajgdMiDNq3Xpf7wWx9gudjSi9Irc5V36NG3fZepoJ5nQti1CXwAj6s7/DxqwiTEl4N9+k5bmTvgPL4vhGN5q/FjkE4TMBinJ8iuPXetnaAMvWcpStj9eyJVGrd+HEfjZoZNuO6yfxwXWe2w67g60MRsQ5XYPo7VgQKbdHEIZnPbkQ0QkocrXE6fuwLIatH3XDyi33l93o4flGE/L5mpOeAPPIMaBklOsQQUkAJ1ZS8OFX+/DzeE0pAw+60WVnjoghCuZIzcceaDuLwrf246pIAUV/rEP+glAM2FtQf92OqPQUKTRnJEQUwztH6/D+K7ycDV0PAOvX3L+VUQ5eYKAX1sZGNA+YYEmOhzGMvzifIqWAn2AVyv68D6+zF8XR2YAbzc9iftpiRLEybBQrohwiMM/wfB25kwhKAmShOXUoWZeHknMtIloQ9hzzYefGaWJ+xGffDmCji5g5pbvLUW9nZY3xSF3DxIwWNIuB2XAO/+4E6rsHWTl2Pn5OEVKR8LDdP0NhTl6BzOVMzNMH0XWtHL8QYuZcQGHJWVjZPRmik/H6ysUw9ragi/cObox5HSIombRv20UxgS2J5KbShporLTLXM2LKmVnL8coNxy2OzSdWmLkefdqaWe+VCZjxoBHfNOiffieCk0kTdODxPDFDPF0E0OUgiMlHIUF/h7+cu4Ca839Fk8whnj4UcjkIglwOQjFI0IRSkKAJpSBBE0pBgiaUggRNKAUJmlAKEjShFCRoQilI0IRSkKAJpSBBE0pBgiaUImTd+o3ir+36+h9iRvh0kUkQU5WQ2XGJQtCLF83Hd/+gvyQmpjbkchBKQYImlIIETSgFCZpQChI0oRTeRTk2lKKu8BU4P//muFmBlC0nZIqzE2duZWqf4WJYqzOQvVcmvCT/YDWKksJlqh/1ZVnYfEwm9bLnKBqzYid0H5ziU5eQM0f/PQx/Blc6ULV009AnxsbFrb71P8fw9uBMrC5yceTbAlicN9Jeg4Q3P5EJP7eZn9BhofkNZyBhaYabmPlDZ2IWEznfl1B2G7OyqnFkg9ztDUyARfGtKOXHs6X0JmApPOq9AIbBGjMrAg4Pn/YaH/4sTMwR/ZjI4ZVbsrQ6cFlKb/YzIXyv41nY/TMx9zABinNMoD7zD6Y9bg++VHfArLdNnGLG7aF2cRUzZ+h52T1OqLoDgO8ux4ZlmG/owEWnyI8V4WJ7OCw5O7W0N+zdhITXioa+dlS5pRZWxCJxAj//UHyKv1yt6HFaFR3kH8yDpZdZocP++pzDTrzBLJi1cbgQxmTPQpgdt3HaaU1ZfR7iL7iO+uRCG2Z09n7P6jMcxrky7QWiLriYXdplKuC7oOc+D4PjPmwyybHZmVWKePHx52r1suFFzGI9gr1Npr2FWfqciNs4tOUHmaEPYXHcrJBPuIvTC/JNEXLrMZXdvT7VJ3/J9d5HnDEcjpYbU+6Taj4LetQGMDwP8T3zCZCfNo+9JK24qssf01yN+sPBYlFYl70iVrcoKmtb4TDMQ+qQe8CfK1Zu64D74bcuoZEtK+3M/dBlaXMxmzVrT3cM88W1c/DlzBT4waTgi3JwfzqpF1U6uzruN5rba5/4oGSIPavZYMrFFfMW5mKkVPeyMYRTSAth5364Xvh5pO97CHnsPHp86BjwXwsxZy3EHaf/PCE/fPLxWdDCGrshrLabG+IVIjrBrGyZjogAh1mjd/lL4E93wUeKE5hV1TUYdIGPKZxCWroJ91j3j94fJtzzcFeqio1r5qflypzxuCt+TcFa7dIOe8+j3qHPD38S+G6h2+6zLnK4e8H9L90NwLtIEWrTH/oRLgobROYMdY9ayMqcxbZP6Ric+gv2LCt52K/KHy/YTiTOYeLSM7AcgeZCeM8J3GN2apbJ9QXQrHaw47ugj91AkyMWKw/KhxeN6bkBeNyy8ZaHcBwXswxVjR0r1cJq7iIdGS6rYaN6LfY6cpDn+Rz64HHeS6hzPrMbXo0BeG80rhvA73X0AZ3n+mTHHHR7NuH+9KOp1t39Gb0uihs7YEjKG7o/4dKhA3d0DCyfBH7woU9g82s16Ekq0KwjEyZuVngUprDcHrrh4hxtEkFY1CEr66miNSvhm7XywzlkFGakQDgyVHd57DGA5pZ5Fj2f2NHqoEALI44ynvBcn8y6GjOH16Nw4zz1fGPUBXd7XHz5oiTodwWfADpmCuehyaeZIG7V0mD3dQZwxX3fYqN+OIeYITPW+hDi45axAMbLE5vJ1AiS+uT4RR/+wU9T38TTSDBOfdN/rBBKEXxxaILwARI0oRQkaEIpSNCEUpCgCaUgQRNKQYImlIIETSgFCZpQChI0oRQkaEIpSNCEUpCgCaUgQRNKQYImlIIETSgFCZpQChI0oRQkaEIpSNCEUpCgCaUgQRNKQYImlIIETSgFCZpQimfCwkLBF4JQAbLQhFKQoAmlIEETCgH8H4NZ/q7IkQxKAAAAAElFTkSuQmCC)

1. **Write a program to solve a Sudoku puzzle by filling the empty cells.A sudoku solution must satisfy all of the following rules:Each of the digits 1-9 must occur exactly once in each row.Each of the digits 1-9 must occur exactly once in each column.Each of the digits 1-9**

**must occur exactly once in each of the 9 3x3 sub-boxes of the grid.The '.' character indicates empty cells.**

**Example 1:**

**Input: board = [["5","3",".",".","7",".",".",".","."],**

**["6",".",".","1","9","5",".",".","."],**

**[".","9","8",".",".",".",".","6","."],**

**["8",".",".",".","6",".",".",".","3"],**

**["4",".",".","8",".","3",".",".","1"],**

**["7",".",".",".","2",".",".",".","6"],**

**[".","6",".",".",".",".","2","8","."],**

**[".",".",".","4","1","9",".",".","5"],**

**[".",".",".",".","8",".",".","7","9"]]**

**Output:**

**[["5","3","4","6","7","8","9","1","2"],**

**["6","7","2","1","9","5","3","4","8"],**

**["1","9","8","3","4","2","5","6","7"],**

**["8","5","9","7","6","1","4","2","3"],**

**["4","2","6","8","5","3","7","9","1"],**

**["7","1","3","9","2","4","8","5","6"],**

**["9","6","1","5","3","7","2","8","4"],**

**["2","8","7","4","1","9","6","3","5"],**

**["3","4","5","2","8","6","1","7","9"]]**

## CODE:

def is\_valid(board, row, col, num):

# Check if 'num' is not in the current row, column, and 3x3 sub-box for i in range(9):

if board[row][i] == num or board[i][col] == num or board[3 \* (row // 3) + i // 3][3 \* (col // 3) + i

% 3] == num:

return False return True

def solve\_sudoku(board): for row in range(9):

for col in range(9):

if board[row][col] == '.':

for num in map(str, range(1, 10)): if is\_valid(board, row, col, num):

board[row][col] = num

if solve\_sudoku(board): return True

board[row][col] = '.' return False

return True board = [

["5","3",".",".","7",".",".",".","."],

["6",".",".","1","9","5",".",".","."],

[".","9","8",".",".",".",".","6","."],

["8",".",".",".","6",".",".",".","3"],

["4",".",".","8",".","3",".",".","1"],

["7",".",".",".","2",".",".",".","6"],

[".","6",".",".",".",".","2","8","."],

[".",".",".","4","1","9",".",".","5"],

[".",".",".",".","8",".",".","7","9"]

]

solve\_sudoku(board) for row in board:

print(row)

## OUTPUT:
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1. **Write a program to solve a Sudoku puzzle by filling the empty cells.A sudoku solution must satisfy all of the following rules:Each of the digits 1-9 must occur exactly once in each row.Each of the digits 1-9 must occur exactly once in each column.Each of the digits 1-9**

**must occur exactly once in each of the 9 3x3 sub-boxes of the grid.The '.' character indicates empty cells.**

**Example 1:**

**Input: board = [["5","3",".",".","7",".",".",".","."],**

**["6",".",".","1","9","5",".",".","."],**

**[".","9","8",".",".",".",".","6","."],**

**["8",".",".",".","6",".",".",".","3"],**

**["4",".",".","8",".","3",".",".","1"],**

**["7",".",".",".","2",".",".",".","6"],**

**[".","6",".",".",".",".","2","8","."],**

**[".",".",".","4","1","9",".",".","5"],**

**[".",".",".",".","8",".",".","7","9"]]**

**Output:**

**[["5","3","4","6","7","8","9","1","2"],**

**["6","7","2","1","9","5","3","4","8"],**

**["1","9","8","3","4","2","5","6","7"],**

**["8","5","9","7","6","1","4","2","3"],**

**["4","2","6","8","5","3","7","9","1"],**

**["7","1","3","9","2","4","8","5","6"],**

**["9","6","1","5","3","7","2","8","4"],**

**["2","8","7","4","1","9","6","3","5"],**

**["3","4","5","2","8","6","1","7","9"]]**

## CODE:

def is\_valid(board, row, col, num): for i in range(9):

if board[row][i] == num or board[i][col] == num or board[3 \* (row // 3) + i // 3][3 \* (col // 3) + i

% 3] == num:

return False return True

def solve\_sudoku(board): for row in range(9):

for col in range(9):

if board[row][col] == '.':

for num in map(str, range(1, 10)): if is\_valid(board, row, col, num):

board[row][col] = num if solve\_sudoku(board):

return True board[row][col] = '.'

return False return True

board = [ ["5","3",".",".","7",".",".",".","."],

["6",".",".","1","9","5",".",".","."],

[".","9","8",".",".",".",".","6","."],

["8",".",".",".","6",".",".",".","3"],

["4",".",".","8",".","3",".",".","1"],

["7",".",".",".","2",".",".",".","6"],

[".","6",".",".",".",".","2","8","."],

[".",".",".","4","1","9",".",".","5"],

[".",".",".",".","8",".",".","7","9"]

]

solve\_sudoku(board) for row in board:

print(row)

## OUTPUT:
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1. **You are given an integer array nums and an integer target. You want to build an expression out of nums by adding one of the symbols '+' and '-' before each integer in nums and then concatenate all the integers.For example, if nums = [2, 1], you can add a '+' before 2 and a '-' before 1 and concatenate them to build the expression "+2-1" Return the number of different expressions that you can build, which evaluates to target.**

**Example 1:**

**Input: nums = [1,1,1,1,1], target = 3 Output: 5**

## CODE:

def find\_target\_sum\_ways(nums, target):

memo = {} # To store already computed states def backtrack(index, current\_sum):

if index == len(nums):

return 1 if current\_sum == target else 0 if (index, current\_sum) in memo:

return memo[(index, current\_sum)]

add = backtrack(index + 1, current\_sum + nums[index]) subtract = backtrack(index + 1, current\_sum - nums[index]) memo[(index, current\_sum)] = add + subtract

return memo[(index, current\_sum)] return backtrack(0, 0)

## OUTPUT:

![](data:image/png;base64,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)

1. **Given an array of integers arr, find the sum of min(b), where b ranges over every (contiguous) subarray of arr. Since the answer may be large, return the answer modulo 109 + Example 1:**

**Input: arr = [3,1,2,4] Output: 17 Explanation:**

**Subarrays are [3], [1], [2], [4], [3,1], [1,2], [2,4], [3,1,2], [1,2,4], [3,1,2,4].**

**Minimums are 3, 1, 2, 4, 1, 1, 2, 1, 1, 1.**

**Sum is 17.**

## CODE:

def sum\_subarray\_mins(arr):

MOD = 10\*\*9 + 7

n = len(arr) prev\_smaller = [-1] \* n next\_smaller = [n] \* n stack = []

for i in range(n):

while stack and arr[stack[-1]] >= arr[i]: stack.pop()

if stack:

prev\_smaller[i] = stack[-1] stack.append(i)

stack = []

for i in range(n):

while stack and arr[stack[-1]] > arr[i]: index = stack.pop() next\_smaller[index] = i

stack.append(i) result = 0

for i in range(n):

left = i - prev\_smaller[i] right = next\_smaller[i] - i

result = (result + arr[i] \* left \* right) % MOD return result

## OUTPUT:

![](data:image/png;base64,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)

1. **Given an array of distinct integers candidates and a target integer target, return a list of all unique combinations of candidates where the chosen numbers sum to target. You may return the combinations in any order.The same number may be chosen from candidates an unlimited number of times. Two combinations are unique if the frequency of at least one of the chosen numbers is different.The test cases are generated such that the number of unique combinations that sum up to target is less than 150 combinations for the given input. Example 1:**

**Input: candidates = [2,3,6,7], target = 7 Output: [[2,2,3],[7]]**

## CODE:

def combinationSum(candidates, target): result = []

def backtrack(remaining, combination, start): if remaining == 0:

result.append(list(combination)) return

elif remaining < 0: return

for i in range(start, len(candidates)): combination.append(candidates[i])

backtrack(remaining - candidates[i], combination, i) # Can reuse the same element combination.pop()

backtrack(target, [], 0) return result

## OUTPUT:
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1. **Given a collection of candidate numbers (candidates) and a target number (target), find all unique combinations in candidates where the candidate numbers sum to target. Each number in candidates may only be used once in the combination. The solution set must not contain duplicate combinations.**

**Example 1:**

**Input: candidates = [10,1,2,7,6,1,5], target = 8 Output:**

**[ [1,1,6],**

**[1,2,5],**

**[1,7],**

**[2,6]**

## CODE:

def combinationSum2(candidates, target): result = []

candidates.sort() # Sort to handle duplicates def backtrack(remaining, combination, start):

if remaining == 0: result.append(list(combination)) return

elif remaining < 0: return

for i in range(start, len(candidates)):

if i > start and candidates[i] == candidates[i - 1]: continue

combination.append(candidates[i]

backtrack(remaining - candidates[i], combination, i + 1 combination.pop()

backtrack(target, [], 0) return result

## OUTPUT:
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1. **Given an array nums of distinct integers, return all the possible permutations. You can return the answer in any order.**

**Example 1:**

**Input: nums = [1,2,3]**

**Output: [[1,2,3],[1,3,2],[2,1,3],[2,3,1],[3,1,2],[3,2,1]]**

## CODE:

def permute(nums): def backtrack(start):

if start == len(nums):

# All numbers are used, add the current permutation to the result result.append(nums[:])

return

for i in range(start, len(nums)):

nums[start], nums[i] = nums[i], nums[start] backtrack(start + 1)

nums[start], nums[i] = nums[i], nums[start] result = []

backtrack(0) # Start with the first index return result

nums = [1, 2, 3] print(permute(nums))

## OUTPUT:
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1. **Given a collection of numbers, nums, that might contain duplicates, return all possible unique**

**permutations in any order. Example 1:**

**Input: nums = [1,1,2] Output:**

**[[1,1,2],**

**[1,2,1],**

**[2,1,1]]**

## CODE:

def permuteUnique(nums): def backtrack(start):

if start == len(nums) result.append(nums[:]) return

for i in range(start, len(nums)):

if i > start and nums[i] == nums[i - 1]: continue

nums[start], nums[i] = nums[i], nums[start] # Swap backtrack(start + 1) # Recurse

nums[start], nums[i] = nums[i], nums[start] nums.sort()

result = [] backtrack(0) return result

nums = [1, 1, 2] print(permuteUnique(nums))

## OUTPUT:
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**DAY 11**

**1. You and your friends are assigned the task of coloring a map with a limited number of colors. The map is represented as a list of regions and their adjacency relationships. The rules are as follows: At each step, you can choose any uncolored region and color it with any available color. Your friend Alice follows the same strategy immediately after you, and then your friend Bob follows suit. You want to maximize the number of regions you personally color. Write a function that takes the map's adjacency list representation and returns the maximum number of regions you can color before all regions are colored. Write a program to implement the Graph coloring technique for an undirected graph. Implement an algorithm with minimum number of colors. edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2)] No. of vertices, n = 4**

**CODE:**

def graph\_coloring(edges, n):

adj = {i: [] for i in range(n)}

for u, v in edges:

adj[u].append(v)

adj[v].append(u)

def is\_safe(v, color, c):

for neighbor in adj[v]:

if color[neighbor] == c:

return False

return True

def color\_graph(v, color, m):

if v == n:

return True

for c in range(1, m + 1):

if is\_safe(v, color, c):

color[v] = c

if color\_graph(v + 1, color, m):

return True

color[v] = 0

return False

for m in range(1, n + 1):

color = [0] \* n

if color\_graph(0, color, m):

return m

return n

# Test case

edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2)]

n = 4

print(graph\_coloring(edges, n))

**OUTPUT:**
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**2. You and your friends are tasked with coloring a map using a limited set of colors, with the following rules: At each step, you can choose any region of the map that hasn't been colored yet and color it with any available color. Your friend Alice will then color the next region using the same strategy, followed by your friend Bob. You aim to maximize the number of regions you color. Given a map represented as a list of regions and their adjacency relationships, write a function to determine the maximum number of regions you can color. Write a program to implement the Graph coloring technique for an undirected graph. Implement an algorithm with minimum number of colors. edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2)] No. of vertices, n = 4, k = 3**

**CODE:**

def graph\_coloring(n, edges):

# Initialize adjacency list

adjacency\_list = [[] for \_ in range(n)]

for u, v in edges:

adjacency\_list[u].append(v)

adjacency\_list[v].append(u)

colors = [-1] \* n

for vertex in range(n):

unavailable\_colors = {colors[neighbor] for neighbor in adjacency\_list[vertex] if colors[neighbor] != -1}

for color in range(n):

if color not in unavailable\_colors:

colors[vertex] = color

break

return colors

def maximize\_regions\_colored(n, edges):

colors = graph\_coloring(n, edges)

color\_count = [0] \* n

for color in colors:

if color != -1:

color\_count[color] += 1

return min(count for count in color\_count if count > 0)

n = 4

edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2)]

colors = graph\_coloring(n, edges)

print("Colors assigned to vertices:", colors)

max\_regions = maximize\_regions\_colored(n, edges)

print("Maximum regions you can color:", max\_regions)

**OUTPUT:**

**![](data:image/png;base64,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)**

**3. You are given an undirected graph represented by a list of edges and the number of vertices n. Your task is to determine if there exists a Hamiltonian cycle in the graph. A Hamiltonian cycle is a cycle that visits each vertex exactly once and returns to the starting vertex. Write a function that takes the list of edges and the number of vertices as input and returns true if there exists a Hamiltonian cycle in the graph, otherwise return false. Example: Given edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2), (2, 4), (4, 0)] and n = 5**

**CODE:**

def is\_hamiltonian\_cycle(edges, n):

adjacency\_list = [[] for \_ in range(n)]

for u, v in edges:

adjacency\_list[u].append(v)

adjacency\_list[v].append(u)

def backtrack(path):

# If the path contains all vertices, check if it forms a cycle

if len(path) == n:

return path[0] in adjacency\_list[path[-1]]

current = path[-1]

for neighbor in adjacency\_list[current]:

if neighbor not in path:

path.append(neighbor)

if backtrack(path):

return True

path.pop()

return False

for start in range(n):

if backtrack([start]):

return True

return False

edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2), (2, 4), (4, 0)]

n = 5

result = is\_hamiltonian\_cycle(edges, n)

print("Hamiltonian Cycle exists:", result)

**OUTPUT:**

**![](data:image/png;base64,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)**

**4. You are given an undirected graph represented by a list of edges and the number of vertices n. Your task is to determine if there exists a Hamiltonian cycle in the graph. A Hamiltonian cycle is a cycle that visits each vertex exactly once and returns to the starting vertex. Write a function that takes the list of edges and the number of vertices as input and returns true if there exists a Hamiltonian cycle in the graph, otherwise return false. Example:edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2)] and n = 4**

**CODE:**

def is\_hamiltonian\_cycle(edges, n):

adjacency\_list = [[] for \_ in range(n)]

for u, v in edges:

adjacency\_list[u].append(v)

adjacency\_list[v].append(u)

def backtrack(path):

if len(path) == n:

return path[0] in adjacency\_list[path[-1]]

current = path[-1]

for neighbor in adjacency\_list[current]:

if neighbor not in path:

path.append(neighbor)

if backtrack(path):

return True

path.pop()

return False

for start in range(n):

if backtrack([start]):

return True

return False

edges = [(0, 1), (1, 2), (2, 3), (3, 0), (0, 2), (2, 4), (4, 0)]

n = 5

result = is\_hamiltonian\_cycle(edges, n)

print("Hamiltonian Cycle exists:", result)

**OUTPUT:**

**![](data:image/png;base64,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)**

**5. You are tasked with designing an efficient coading to generate all subsets of a given set S containing n elements. Each subset should be outputted in lexicographical order. Return a list of lists where each inner list is a subset of the given set. Additionally, find out how your coading handles duplicate elements in S. A = [1, 2, 3] The subsets of [1, 2, 3] are: [], [1], [2], [3], [1, 2], [1, 3], [2, 3], [1, 2, 3]**

**CODE:**

def subsets(S):

S.sort()

result = []

def backtrack(start, path):

result.append(path[:])

for i in range(start, len(S)):

if i > start and S[i] == S[i - 1]:

continue

path.append(S[i])

backtrack(i + 1, path)

path.pop()

backtrack(0, [])

return result

A = [1, 2, 3]

print("Subsets of", A, "are:")

for subset in subsets(A):

print(subset)

**OUTPUT:**
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**6. Write a program to implement the concept of subset generation. Given a set of unique integers and a specific integer 3, generate all subsets that contain the element 3. Return a list of lists where each inner list is a subset containing the element 3 E = [2, 3, 4, 5], x = 3, The subsets containing 3 : [3], [2, 3], [3, 4], [3,5], [2, 3, 4], [2, 3, 5], [3, 4, 5], [2, 3, 4, 5] Given an integer array nums of unique elements, return all possible subsets(the power set). The solution set must not contain duplicate subsets. Return the solution in any order. Example 1: Input: nums = [1,2,3] Output: [[],[1],[2],[1,2],[3],[1,3],[2,3],[1,2,3]] Example 2: Input: nums = [0] Output: [[],[0]]**

**CODE:**

def subsets\_with\_element(nums, x):

nums.sort()

result = []

def backtrack(start, path):

if x in path:

result.append(path[:])

for i in range(start, len(nums)):

path.append(nums[i])

backtrack(i + 1, path)

path.pop()

backtrack(0, [])

return result

def power\_set(nums):

nums.sort()

result = []

def backtrack(start, path):

result.append(path[:])

for i in range(start, len(nums)):

path.append(nums[i])

backtrack(i + 1, path)

path.pop()

backtrack(0, [])

return result

E = [2, 3, 4, 5]

x = 3

subsets\_with\_x = subsets\_with\_element(E, x)

print(f"Subsets of {E} containing {x}: {subsets\_with\_x}")

nums1 = [1, 2, 3]

nums2 = [0]

print(f"Power set of {nums1}: {power\_set(nums1)}")

print(f"Power set of {nums2}: {power\_set(nums2)}")

**OUTPUT:**
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**7. You are given two string arrays words1 and words2. A string b is a subset of string a if every letter in b occurs in a including multiplicity. For example, "wrr" is a subset of "warrior" but is not a subset of "world". A string a from words1 is universal if for every string b in words2, b is a subset of a. Return an array of all the universal strings in words1. You may return the answer in any order. Example 1: Input: words1 = ["amazon","apple","facebook","google","leetcode"], words2 = ["e","o"] Output: ["facebook","google","leetcode"] Example 2: Input: words1 = ["amazon","apple","facebook","google","leetcode"], words2 = ["l","e"] Output: ["apple","google","leetcode"]**

**CODE:**

from collections import Counter

def words\_subset(words1, words2):

required = Counter()

for word in words2:

required.update(word)

result = []

for word in words1:

word\_count = Counter(word)

if all(word\_count[char] >= required[char] for char in required):

result.append(word)

return result

# Test case

words1 = ["amazon", "apple", "facebook", "google", "leetcode"]

words2 = ["e", "o"]

print(words\_subset(words1, words2))

**OUTPUT:**
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